* What is Busy Spinning? Why Should You Use It in Java?

One of the interesting multithreading question to senior Java programmers, busy spinning is a *waiting strategy*, in which a thread just wait in a loop, without releasing the CPU for going to sleep. This is a very advanced and specialized waiting strategy used in the high-frequency trading application when wait time between two messages is very minimal.  
  
By not releasing the CPU your thread retains all the cached data and instruction, which may be lost if the thread was suspended and resumed back in a different core of CPU.   
  
This question is quite popular in high-frequency low latency programming domain, where programmers are trying for extremely low latency in the range of micro to milliseconds

Busy spinning/waiting is normally a bad idea from a performance standpoint. In most cases, it is preferable to sleep and wait for a signal when you are ready to run, than to do spinning. Take the scenario where there are two threads, and thread 1 is waiting for thread 2 to set a variable (say, it waits until var == true. Then, it would busy spin by just doing

while (var == false);

In this case, you will take up a lot of time that thread 2 can potentially be running, because when you wake up you are just executing the loop mindlessly. So, in a scenario where you are waiting for something like this to happen, it is better to let thread 2 have all control by putting yourself to sleep and having it wake you up when it is done.

BUT, in rare cases where the time you need to wait is **very short**, it is actually **faster to spinlock**. This is because of the time it takes to perform the signaling functions; spinning is preferable if the time used spinning is less than the time it would take to perform the signaling. So, in that way it may be beneficial and could actually improve performance, but this is definitely not the most frequent case.

* What is Read-Write Lock? Does ConcurrentHashMap in Java Uses The ReadWritLock?

## ReadWrite Lock is an implementation of *lock stripping* technique, where two separate locks are used for read and write operation. Since read operation doesn't modify the state of the object, it's safe to allow multiple thread access to a shared object for reading without locking, and by splitting one lock into read write lock, you can easily do that.  Java provides an implementation of read-write lock in the form of ReentrantReadWritLock class in the java.util.concurrent.lock package. This is worth looking before you decide to write your own read-write locking implementation.  Also, the current implementation of java.util.ConcurrentHashMap doesn't use the ReadWriteLock, instead, it divides the Map into several segments and locks them separately using different locks. This means any given time, *only a portion of the ConcurrentHashMap is locked*, instead of the whole Map. What is immutable object in Java? Can you change values of an immutable object?

A Java object is considered immutable when its state cannot change after it is created. Use of immutable objects is widely accepted as a sound strategy for creating simple, reliable code. Immutable objects are particularly useful in concurrent applications. Since they cannot change state, they cannot be corrupted by thread interference or observed in an inconsistent state. Java.lang.String and java.lang.Integer classes are the Examples of immutable objects from the Java Development Kit. Immutable objects simplify your program due to following characteristics:

* Immutable objects are simple to use test and construct.
* Immutable objects are automatically thread-safe.
* Immutable objects do not require a copy constructor.
* Immutable objects do not require an implementation of clone.
* Immutable objects allow hashCode to use lazy initialization, and to cache its return value.
* Immutable objects do not need to be copied defensively when used as a field.
* Immutable objects are good Map keys and Set elements (Since state of these objects must not change while stored in a collection).
* Immutable objects have their class invariant established once upon construction, and it never needs to be checked again.
* Immutable objects always have "failure atomicity" (a term used by Joshua Bloch) : if an immutable object throws an exception, it's never left in an undesirable or indeterminate state.

How to create an immutable object in Java? Does all property of immutable object needs to be final?

To create an object immutable You need to make the class final and all its member final so that once objects gets created no one can modify its state. You can achieve same functionality by making member as non-final but private and not modifying them except in constructor. Also its NOT necessary to have all the properties final since you can achieve same functionality by making member as non-final but private and not modifying them except in constructor.

What is difference between String, StringBuffer and StringBuilder? When to use them?

The main difference between the three most commonly used String classes as follows.

* StringBuffer and StringBuilder objects are mutable whereas String class objects are immutable.
* StringBuffer class implementation is synchronized while StringBuilder class is not synchronized.
* Concatenation operator "+" is internally implemented by Java using either StringBuffer or StringBuilder.

Criteria to choose among String, StringBuffer and StringBuilder

* If the Object value will not change in a scenario use String Class because a String object is immutable.
* If the Object value can change and will only be modified from a single thread, use a StringBuilder because StringBuilder is unsynchronized (means faster).
* If the Object value may change, and can be modified by multiple threads, use a StringBuffer because StringBuffer is thread safe (synchronized).

Why String class is final or immutable?

It is very useful to have strings implemented as final or immutable objects. Below are some advantages of String Immutability in Java

* Immutable objects are thread-safe. Two threads can both work on an immutable object at the same time without any possibility of conflict.
* Security: the system can pass on sensitive bits of read-only information without worrying that it will be altered
* You can share duplicates by pointing them to a single instance.
* You can create substrings without copying. You just create a pointer into an existing base String guaranteed never to change. Immutability is the secret that makes Java substring implementation very fast.
* Immutable objects are good fit for becoming Hashtable keys. If you change the value of any object that is used as a hash table key without removing it and re-adding it you will lose the object mapping.
* Since String is immutable, inside each String is a char [] exactly the correct length. Unlike a StringBuilder there is no need for padding to allow for growth.
* If String were not final, you could create a subclass and have two strings that look alike when "seen as Strings", but that are actually different.

Is Java Pass by Reference or Pass by Value?

The Java Spec says that everything in Java is pass-by-value. There is no such thing as "pass-by-reference" in Java. The difficult thing can be to understand that Java passes "objects as references" passed by value.

What is OutOfMemoryError in java? How to deal with java.lang.OutOfMemeryError error?

This Error is thrown when the Java Virtual Machine cannot allocate an object because it is out of memory, and no more memory could be made available by the garbage collector. **Note:** Its an Error (extends java.lang.Error) not Exception. Two important types of OutOfMemoryError are often encountered

1. java.lang.OutOfMemoryError: Java heap space

The quick solution is to add these flags to JVM command line when Java runtime is started:

-Xms1024m -Xmx1024m

1. java.lang.OutOfMemoryError: PermGen space

The solution is to add these flags to JVM command line when Java runtime is started:

-XX:+CMSClassUnloadingEnabled-XX:+CMSPermGenSweepingEnabled

**Long Term Solution**: Increasing the Start/Max Heap size or changing Garbage Collection options may not always be a long term solution for your Out Of Memory Error problem. Best approach is to understand the memory needs of your program and ensure it uses memory wisely and does not have leaks. You can use a Java memory profiler to determine what methods in your program are allocating large number of objects and then determine if there is a way to make sure they are no longer referenced, or to not allocate them in the first place.

What is the use of the finally block? Is finally block in Java guaranteed to be called? When finally block is NOT called?

Finally is the block of code that executes always. The code in finally block will execute even if an exception is occurred. Finally block is NOT called in following conditions

* If the JVM exits while the try or catch code is being executed, then the finally block may not execute. This may happen due to System.exit() call.
* if the thread executing the try or catch code is interrupted or killed, the finally block may not execute even though the application as a whole continues.
* If a exception is thrown in finally block and not handled then remaining code in finally block may not be executed.

Why there are two Date classes; one in java.util package and another in java.sql?

From the JavaDoc of java.sql.Date:

A thin wrapper around a millisecond value that allows JDBC to identify this as an SQL DATE value. A milliseconds value represents the number of milliseconds that have passed since January 1, 1970 00:00:00.000 GMT. To conform with the definition of SQL DATE, the millisecond values wrapped inside a java.sql.Date instance must be 'normalized' by setting the hours, minutes, seconds, and milliseconds to zero.

**Explanation**: A java.util.Date represents date and time of day, a java.sql.Date only represents a date (the complement of java.sql.Date is java.sql.Time, which only represents a time of day, but also extends java.util.Date).

What is Marker interface? How is it used in Java?

The marker interface is a design pattern, used with languages that provide run-time type information about objects. It provides a way to associate metadata with a class where the language does not have explicit support for such metadata. To use this pattern, a class implements a marker interface, and code that interact with instances of that class test for the existence of the interface. Whereas a typical interface specifies methods that an implementing class must support, a marker interface does not do so. The mere presence of such an interface indicates specific behavior on the part of the implementing class. There can be some hybrid interfaces, which both act as markers and specify required methods, are possible but may prove confusing if improperly used. Java utilizes this pattern very well and the example interfaces are

* java.io.Serializable - Serializability of a class is enabled by the class implementing the java.io.Serializable interface. The Java Classes that do not implement Serializable interface will not be able to serialize or de-serialize their state. All subtypes of a serializable class are themselves serializable. The serialization interface has no methods or fields and serves only to identify the semantics of being serializable.
* java.rmi.Remote - The Remote interface serves to identify interfaces whose methods may be invoked from a non-local virtual machine. Any object that is a remote object must directly or indirectly implement this interface. Only those methods specified in a "remote interface", an interface that extends java.rmi.Remote are available remotely.
* java.lang.Cloneable - A class implements the Cloneable interface to indicate to the Object.clone () method that it is legal for that method to make a field-for-field copy of instances of that class. Invoking Object's clone method on an instance that does not implement the Cloneable interface results in the exception CloneNotSupportedException being thrown.
* javax.servlet.SingleThreadModel - Ensures that servlets handle only one request at a time. This interface has no methods.
* java.util.EvenListener - A tagging interface that all event listener interfaces must extend.

The "instance of" keyword in java can be used to test if an object is of a specified type. So this keyword in combination with Marker interface can be used to take different actions based on type of interface an object implements.

Why main() is declared public static void ?

Public - main method is called by JVM to run the method which is outside the scope of project therefore the access specifier has to be public to permit call from anywhere outside the application static - When the JVM makes are call to the main method there is not object existing for the class being called therefore it has to have static method to allow invocation from class. void - Java is platform independent language therefore if it will return some value then the value may mean different to different platforms so unlike C it can not assume a behavior of returning value to the operating system. If main method is declared as private then - Program will compile properly but at run-time it will give "Main method not public." error.

# [Top 50 Java Thread Interview Questions Answers for Experienced](http://javarevisited.blogspot.in/2014/07/top-50-java-multithreading-interview-questions-answers.html)

You go to any Java interview, senior or junior, experience or freshers,  you are bound to see a couple of questions from the thread, concurrency, and multi-threading. In fact, this built-in concurrency support is one of the strongest points of Java programming language and helped it to gain popularity among enterprise world and programmers equally. Most of lucrative Java developer position demands *excellent core Java multi-threading skills* and experience in developing, debugging and tuning high-performance low latency concurrent Java applications. This is the reason, it is one of the most sought after skill on Java interviews. The multithreading and concurrency are also hard to master concept and only good developers with solid experience can effectively deal with concurrency issues.  
  
In a typical Java interview, Interviewer slowly starts from basic concepts of Thread by asking questions like, why you need threads, how to create threads, which one is better way to create threads e.g. by extending thread class or implementing Runnable and then slowly goes into Concurrency issues, challenges faced during development of concurrent Java applications, Java memory model, higher-order concurrency utilities introduced in JDK 1.5, principles and design patterns of concurrent Java applications, classical multi-threading problems e.g. producer-consumer, dining philosopher, reader-writer or simply bounded buffer problems.  
  
Since its also not enough just to know basics of threading, you must know how to deal with concurrency problems e.g. deadlock, race conditions, memory inconsistency and various thread safety related issues. These skills are thoroughly get tested by presenting various multi-threading and concurrency problems.  
  
  
Many Java developers are used to only look and read interview questions before going for the interview, which is not bad but you should not be too far away. Also collecting questions and going through the same exercise is too much time consuming, that's why I have created this list of *top 50 Java multi-threading and concurrency related questions*, collected from various interviews. I am only going to add new and recent interview questions as and when I am going to discover them.  
  
Though you need good knowledge and solid experience to do well on Java interviews focused on advanced multithreading and concurrency skill, I strongly recommend Java programmers to read [Effective Java](http://www.amazon.com/dp/0321356683/?tag=javamysqlanta-20) and [Java Concurrency in Practice](http://www.amazon.com/dp/0321349601/?tag=javamysqlanta-20) twice before going to interview. They do not only help you to answer questions better but also help you to present your idea clearly.  
  
By the way, I have not provided answers to some questions here, Why? because I expect most of Java developer to know the answers to this question and if not, also answers are widely available by using Google. If you don't find the answer to any particular question, you can always ask me in the comments section. You can even find answers to few questions on the link provided or my earlier post [Top 12 Java Thread Questions with Answers](http://java67.blogspot.sg/2012/08/5-thread-interview-questions-answers-in.html).

## 50 Interview questions from Java Multi-threading and Concurrency

Here is our list of top questions from Java thread, concurrency, and multi-threading. You can use this list to prepare well for your Java interview.  
  
  
**1)  What is Thread in Java?**  
The thread is an independent path of execution. It's way to take advantage of multiple CPU available in a machine. By employing multiple threads you can speed up CPU bound task. For example, if one thread takes 100 milliseconds to do a job, you can use 10 thread to reduce that task into 10 milliseconds. Java provides excellent support for multithreading at the language level, and it's also one of the strong selling points.  
  
  
**2)  What is the difference between Thread and Process in Java?**  
The thread is a subset of Process, in other words, one process can contain multiple threads. Two process runs on different memory space, but all threads share same memory space. Don't confuse this with stack memory, which is different for the different thread and used to store local data to that thread. For more detail see the answer.  
  
  
**3)  How do you implement Thread in Java?**  
At the language level, there are two ways to implement Thread in Java. An instance of java.lang.Thread represent a thread but it needs a task to execute, which is an instance of interface java.lang.Runnable. Since Thread class itself implement Runnable, you can override run() method either by extending Thread class or just implementing Runnable interface. For detailed answer and discussion see this article.  
  
  
**4)  When to use Runnable vs Thread in Java?**  
This is a follow-up of previous multi-threading interview question. As we know we can implement thread either by extending Thread class or implementing Runnable interface, the question arise, which one is better and when to use one? This question will be easy to answer if you know that Java programming language doesn't support multiple inheritances of class, but it allows you to implement multiple interfaces. Which means, it's better to implement Runnable then extends Thread if you also want to extend another class e.g. Canvas or CommandListener. For more points and discussion you can also refer this post.  
  
  
  
**6)  What is the difference between start() and run() method of Thread class?**  
One of trick Java question from early days, but still good enough to differentiate between shallow understanding of Java threading model start() method is used to start newly created thread, while start() internally calls run() method, there is difference calling run() method directly. When you invoke run()as normal method, its called in the same thread, no new thread is started, which is the case when you call start() method. Read this answer for much more detailed discussion.  
  
  
**7)  What is the difference between Runnable and Callable in Java?**  
Both Runnable and Callable represent task which is intended to be executed in a separate thread. Runnable is there from JDK 1.0 while Callable was added on JDK 1.5. Main difference between these two is that Callable's call() method can return value and throw Exception, which was not possible with Runnable's run() method. Callable return Future object, which can hold the result of computation. See my [blog post](http://java67.blogspot.com/2013/01/difference-between-callable-and-runnable-java.html) on the same topic for a more in-depth answer to this question.  
  
  
**8)  What is the difference between CyclicBarrier and CountDownLatch in Java?**  
Though both CyclicBarrier and CountDownLatch wait for number of threads on one or more events, the main difference between them is that you can not re-use CountDownLatch once count reaches to zero, but you can reuse same CyclicBarrier even after barrier is broken.  See this [answer](http://javarevisited.blogspot.com/2012/07/cyclicbarrier-example-java-5-concurrency-tutorial.html) for few more points and sample code example.  
  
  
**9)  What is Java Memory model?**(answer)  
Java Memory model is set of rules and guidelines which allows Java programs to behave deterministically across multiple memory architecture, CPU, and operating system. It's particularly important in case of multi-threading. Java Memory Model provides some guarantee on which changes made by one thread should be visible to others, one of them is happens-before relationship. This relationship defines several rules which allows programmers to anticipate and reason behaviour of concurrent Java programs. For example, happens-before relationship guarantees :

* Each action in a thread happens-before every action in that thread that comes later in the program order, this is known as program order rule.
* An unlock on a monitor lock happens-before every subsequent lock on that same monitor lock, also known as Monitor lock rule.
* A write to a volatile field happens-before every subsequent read of that same field, known as Volatile variable rule.
* A call to Thread.start on a thread happens-before any other thread detects that thread has terminated, either by successfully return from Thread.join() or by Thread.isAlive() returning false, also known as Thread start rule.
* A thread calling interrupt on another thread happens-before the interrupted thread detects the interrupt( either by having InterruptedException thrown, or invoking isInterrupted or interrupted), popularly known as Thread Interruption rule.
* The end of a constructor for an object happens-before the start of the finalizer for that object, known as Finalizer rule.
* If A happens-before B, and B happens-before C, then A happens-before C, which means happens-before guarantees Transitivity.

**10) What is volatile variable in Java?**  
Volatile is a special modifier, which can only be used with instance variables. In concurrent Java programs, changes made by multiple threads on instance variables is not visible to other in absence of any synchronizers e.g. synchronized keyword or locks. Volatile variable guarantees that a write will happen before any subsequent read: as stated: *"volatile variable rule"* in previous question. Read this [answer](http://javarevisited.blogspot.com/2011/06/volatile-keyword-java-example-tutorial.html) to learn more about volatile variable and when to use them.  
  
  
**11) What is thread-safety? is Vector a thread-safe class?**   
Thread-safety is a property of an object or code which guarantees that if executed or used by multiple threads in any manner e.g. read vs write it will behave as expected. For example, a thread-safe counter object will not miss any count if same instance of that counter is shared among multiple threads. Apparently, you can also divide collection classes in two category, thread-safe and non-thread-safe. Vector is indeed a thread-safe class and it achieves thread-safety by synchronizing methods which modify state of Vector, on the other hand, its counterpart ArrayList is not thread-safe.  
  
  
**12) What is race condition in Java? Given one example?**   
Race condition are cause of some subtle programming bugs when Java programs are exposed to concurrent execution environment. As the name suggests, a race condition occurs due to race between multiple threads, if a thread which is supposed to execute first lost the race and executed second, behavior of code changes, which surface as non-deterministic bugs. This is one of the hardest bugs to find and re-produce because of random nature of racing between threads. One example of race condition is out-of-order processing, see this [answer](http://javarevisited.blogspot.com/2012/02/what-is-race-condition-in.html) for some more example of race conditions in Java programs.  
  
  
**13) How to stop a thread in Java?**  
I always said that Java provides rich APIs for everything but ironically Java doesn't provide a sure shot way of stopping thread. There was some control methods in JDK 1.0 e.g. stop(), suspend() and resume() which was deprecated in later releases due to potential deadlock threats, from then Java API designers has not made any effort to provide a consistent, thread-safe and elegant way to stop threads. Programmers mainly rely on the fact that thread stops automatically as soon as they finish execution of run() or call() method. To manually stop, programmers either take advantage of volatile boolean variable and check in every iteration if run method has loops or interrupt threads to abruptly cancel tasks. See this [tutorial](http://javarevisited.blogspot.com/2011/10/how-to-stop-thread-java-example.html) for sample code of stopping thread in Java.  
  
  
  
**14) What happens when an Exception occurs in a thread?**  
This is one of the good [tricky Java question](http://java67.blogspot.sg/2012/09/top-10-tricky-java-interview-questions-answers.html) I have seen in interviews. In simple words, If not caught thread will die, if an uncaught exception handler is registered then it will get a call back. Thread.UncaughtExceptionHandler is an interface, defined as nested interface for handlers invoked when a Thread abruptly terminates due to an uncaught exception. When a thread is about to terminate due to an uncaught exception the Java Virtual Machine will query the thread for its UncaughtExceptionHandler using Thread.getUncaughtExceptionHandler() and will invoke the handler's uncaughtException()method, passing the thread and the exception as arguments.  
  
  
**15) How do you share data between two thread in Java?**  
You can share data between threads by using shared object, or concurrent data structure like BlockingQueue. See this tutorial to learn . It implements Producer consumer pattern using wait and notify methods, which involves sharing objects between two threads.
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**16) What is the difference between notify and notifyAll in Java?**  
This is another tricky questions from core Java interviews, since multiple threads can wait on single monitor lock, Java API designer provides method to inform only one of them or all of them, once waiting condition changes, but they provide half implementation. There notify() method doesn't provide any way to choose a particular thread, that's why its only useful when you know that there is only one thread is waiting. On the other hand, notifyAll() sends notification to all threads and allows them to compete for locks, which ensures that at-least one thread will proceed further. See my [blog post](http://javarevisited.blogspot.com/2012/10/difference-between-notify-and-notifyall-java-example.html) on similar topic for a more detailed answer and code example.  
  
  
**17) Why wait, notify and notifyAll are not inside thread class?**   
This is a design related question, which checks what candidate thinks about existing system or does he ever thought of something which is so common but looks in-appropriate at first. In order to answer this question, you have to give some reasons why it make sense for these three method to be in Object class, and why not on Thread class. One reason which is obvious is that Java provides lock at object level not at thread level. Every object has lock, which is acquired by thread. Now if thread needs to wait for certain lock it make sense to call wait() on that object rather than on that thread. Had wait() method declared on Thread class, it was not clear that for which lock thread was waiting. In short, since wait, notify and notifyAll operate at lock level, it make sense to defined it on object class because lock belongs to object. You can also see this [article](http://javarevisited.blogspot.sg/2012/02/why-wait-notify-and-notifyall-is.html) for more elaborate answer of this question.  
  
  
**18) What is ThreadLocal variable in Java?**   
ThreadLocal variables are special kind of variable available to Java programmer. Just like instance variable is per instance, ThreadLocal variable is per thread. It's a nice way to achieve thread-safety of expensive-to-create objects, for example you can make SimpleDateFormat thread-safe using ThreadLocal. Since that class is expensive, its not good to use it in local scope, which requires separate instance on each invocation. By providing each thread their own copy, you shoot two birds with one arrow. First, you reduce number of instance of expensive object by reusing fixed number of instances, and Second, you achieve thread-safety without paying cost of synchronization or immutability. Another good example of thread local variable is ThreadLocalRandom class, which reduces number of instances of expensive-to-create Random object in multi-threading environment. See this [answer](http://javarevisited.blogspot.sg/2012/05/how-to-use-threadlocal-in-java-benefits.html) to learn more about thread local variables in Java.  
  
  
**19) What is FutureTask in Java?**  
FutureTask represents a cancellable asynchronous computation in concurrent Java application. This class provides a base implementation of Future, with methods to start and cancel a computation, query to see if the computation is complete, and retrieve the result of the computation. The result can only be retrieved when the computation has completed; the get methods will block if the computation has not yet completed. A FutureTask object can be used to wrap a Callable or Runnable object. Since FutureTask also implements Runnable, it can be submitted to an Executor for execution.  
  
  
**20) What is the difference between the interrupted() and isInterrupted() method in Java?**  
Main difference between interrupted() and isInterrupted() is that former clears the interrupt status while later does not. The interrupt mechanism in Java multi-threading is implemented using an internal flag known as the interrupt status. Interrupting a thread by calling Thread.interrupt() sets this flag. When interrupted thread checks for an interrupt by invoking the Thread.interrupted(), interrupt status is cleared. The non-static isInterrupted() method, which is used by one thread to query the interrupt status of another, does not change the interrupt status flag. By convention, any method that exits by throwing an InterruptedException clears interrupt status when it does so. However, it's always possible that interrupt status will immediately be set again, by another thread invoking interrupt  
  
  
  
**21) Why wait and notify method are called from synchronized block?**  
Main reason for calling wait and notify method from either synchronized block or method is that it made mandatory by Java API. If you don't call them from synchronized context, your code will throw IllegalMonitorStateException. A more subtle reason is to avoid the race condition between wait and notify calls. To learn more about this, check my similarly titled post .  
  
  
**22) Why should you check condition for waiting in a loop?**  
Its possible for a waiting thread to receive false alerts and spurious wake up calls, if it doesn't check the waiting condition in loop, it will simply exit even if condition is not met. As such, when a waiting thread wakes up, it cannot assume that the state it was waiting for is still valid. It may have been valid in the past, but the state may have been changed after the notify() method was called and before the waiting thread woke up. That's why it always better to call wait() method from loop, you can even create template for calling wait and notify in Eclipse. To learn more about this question, I would recommend you to read Effective Java items on thread and synchronization.  
  
  
**23) What is the difference between synchronized and concurrent collection in Java?**  
Though both synchronized and concurrent collection provides thread-safe collection suitable for multi-threaded and concurrent access, later is more scalable than former. Before Java 1.5, Java programmers only had synchronized collection which becomes source of contention if multiple thread access them concurrently, which hampers scalability of system. Java 5 introduced concurrent collections like ConcurrentHashMap, which not only provides thread-safety but also improves scalability by using modern techniques like lock stripping and partitioning internal table. See this [answer](http://javarevisited.blogspot.com/2010/10/what-is-difference-between-synchronized.html) for more differences between synchronized and concurrent collection in Java.

**24) What is the difference between Stack and Heap in Java?**  
Why does someone this question as part of multi-threading and concurrency? because Stack is a memory area which is closely associated with threads. To answer this question, both stack and heap are specific memories in Java application. Each thread has their own stack, which is used to store local variables, method parameters and call stack. Variable stored in one Thread's stack is not visible to other. On another hand, the heap is a common memory area which is shared by all threads. Objects whether local or at any level is created inside heap. To improve performance thread tends to cache values from heap into their stack, which can create problems if that variable is modified by more than one thread, this is where volatile variables come into the picture. Volatile suggest threads read the value of variable always from main memory.   
[![Java thread interview questions with answers difficult ones](data:image/jpeg;base64,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)](https://3.bp.blogspot.com/-vJvHCwr7ozY/VuBB4nlNpkI/AAAAAAAAFCk/8mqWs5unUK4/s1600/Heap+vs+Stack+in+Java.jpg)

**25) What is thread pool? Why should you thread pool in Java?**  
Creating thread is expensive in terms of time and resource. If you create thread at time of request processing it will slow down your response time, also there is only a limited number of threads a process can create. To avoid both of these issues, a pool of thread is created when application starts-up and threads are reused for request processing. This pool of thread is known as "thread pool" and threads are known as worker thread. From JDK 1.5 release, Java API provides Executor framework, which allows you to create different types of thread pools e.g. single thread pool, which process one task at a time, fixed thread pool (a pool of fixed number of threads) or cached thread pool (an expandable thread pool suitable for applications with many short lived tasks).   
  
**26) Write code to solve Producer Consumer problem in Java?**  
Most of the threading problem you solved in the real world are of the category of Producer consumer pattern, where one thread is producing task and another thread is consuming that. You must know how to do inter thread communication to solve this problem. At the lowest level, you can use wait and notify to solve this problem, and at a high level, you can leverage Semaphore or BlockingQueue to implement Producer consumer pattern.  
  
  
**27) How do you avoid deadlock in Java? Write Code?**
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Deadlock is a condition in which two threads wait for each other to take action which allows them to move further. It's a serious issue because when it happen your program hangs and doesn't do the task it is intended for. In order for deadlock to happen, following four conditions must be true:

* **Mutual Exclusion :** At least one resource must be held in a non-shareable mode. Only one process can use the resource at any given instant of time.
* **Hold and Wait:** A process is currently holding, at least, one resource and requesting additional resources which are being held by other processes.
* **No Pre-emption:** The operating system must not de-allocate resources once they have been allocated; they must be released by the holding process voluntarily.
* **Circular Wait:**A process must be waiting for a resource which is being held by another process, which in turn is waiting for the first process to release the resource.

The easiest way to avoid deadlock is to prevent *Circular wai*t, and this can be done by acquiring locks in a particular order and releasing them in reverse order so that a thread can only proceed to acquire a lock if it held the other one.  
  
  
**28) What is the difference between livelock and deadlock in Java?**  
This question is extension of previous interview question. A livelock is similar to a deadlock, except that the states of the threads or processes involved in the livelock constantly change with regard to one another, without any one progressing further. Livelock is a special case of resource starvation. A real-world example of livelock occurs when two people meet in a narrow corridor, and each tries to be polite by moving aside to let the other pass, but they end up swaying from side to side without making any progress because they both repeatedly move the same way at the same time. In short, the main difference between livelock and deadlock is that in former state of process change but no progress is made.  
  
  
  
**29) How do you check if a Thread holds a lock or not?**  
I didn't even know that you can check if a Thread already holds lock before this question hits me in a telephonic round of Java interview. There is a method called holdsLock() on java.lang.Thread, it returns true if and only if the current thread holds the monitor lock on the specified object.   
  
  
**30) How do you take thread dump in Java?**  
There are multiple ways to take thread dump of Java process depending upon operating system. When you take thread dump, JVM dumps state of all threads in log files or standard error console. In windows you can use Ctrl + Break key combination to take thread dump, on Linux you can use kill -3 command for same. You can also use a tool called jstack for taking thread dump, it operate on process id, which can be found using another tool called jps.  
  
  
**31) Which JVM parameter is used to control stack size of a thread?**(answer)  
This is the simple one, -Xss parameter is used to control stack size of Thread in Java. You can see this [list of JVM options](http://javarevisited.blogspot.com/2011/11/hotspot-jvm-options-java-examples.html) to learn more about this parameter.  
  
  
**32) What is the difference between synchronized and ReentrantLock in Java?**(answer)  
There were days when the only way to provide mutual exclusion in Java was via synchronized keyword, but it has several shortcomings e.g. you can not extend lock beyond a method or block boundary, you can not give up trying for a lock etc. Java 5 solves this problem by providing more sophisticated control via Lock interface. ReentrantLock is a common implementation of Lock interface and provides re-entrant mutual exclusion Lock with the same basic behavior and semantics as the implicit monitor lock accessed using synchronized methods and statements, but with extended capabilities. See [this article](http://javarevisited.blogspot.com/2013/03/reentrantlock-example-in-java-synchronized-difference-vs-lock.html) learn about those capabilities and some more differences between synchronized vs ReentrantLock in Java.  
  
  
**33) There are three threads T1, T2, and T3? How do you ensure sequence T1, T2, T3 in Java?**(answer)  
Sequencing in multi-threading can be achieved by different means but you can simply use the join() method of thread class to start a thread when another one has finished its execution. To ensure three threads execute you need to start the last one first e.g. T3 and then call join methods in reverse order e.g. T3 calls T2. join and T2 calls T1.join, these ways T1 will finish first and T3 will finish last. To learn more about join method, see this [tutorial](http://javarevisited.blogspot.sg/2013/02/how-to-join-multiple-threads-in-java-example-tutorial.html).  
  
  
**34) What does yield method of Thread class do?**(answer)  
Yield method is one way to request current thread to relinquish CPU so that other thread can get a chance to execute. Yield is a static method and only guarantees that current thread will relinquish the CPU but doesn't say anything about which other thread will get CPU. Its possible for the same thread to get CPU back and start its execution again. See this [article](http://java67.blogspot.sg/2012/08/difference-between-yield-and-wait.html) to learn more about yield method and to answer this question better.  
  
  
**35) What is the concurrency level of ConcurrentHashMap in Java?**(answer)  
ConcurrentHashMap achieves it's scalability and thread-safety by partitioning actual map into a number of sections. This partitioning is achieved using concurrency level. Its optional parameter of ConcurrentHashMap constructor and it's default value is 16. The table is internally partitioned to try to permit the indicated number of concurrent updates without contention. To learn more about concurrency level and internal resizing, see my post [How ConcurrentHashMap works in Java](http://javarevisited.blogspot.com/2013/02/concurrenthashmap-in-java-example-tutorial-working.html).  
  
  
  
**36) What is Semaphore in Java?**(answer)  
Semaphore in Java is a new kind of synchronizer. It's a counting semaphore. Conceptually, a semaphore maintains a set of permits. Each acquire() blocks if necessary until a permit is available, and then takes it. Each release() adds a permit, potentially releasing a blocking acquirer. However, no actual permit objects are used; the Semaphore just keeps a count of the number available and acts accordingly. Semaphore is used to protect an expensive resource which is available in fixed number e.g. database connection in the pool. See this [article](http://javarevisited.blogspot.com/2012/05/counting-semaphore-example-in-java-5.html) to learn more about counting Semaphore in Java.  
  
  
**37) What happens if you submit a task when the queue of the thread pool is already filled?**(answer)  
This is another tricky question on my list. Many programmers will think that it will block until a task is cleared but its true. ThreadPoolExecutor's submit() method throws RejectedExecutionException if the task cannot be scheduled for execution.  
  
  
**38) What is the difference between the submit() and execute() method thread pool in Java?**(answer)  
Both methods are ways to submit a task to thread pools but there is a slight difference between them. execute(Runnable command) is defined in Executor interface and executes given task in future, but more importantly, it does not return anything. Its return type is void. On other hand submit() is an overloaded method, it can take either Runnable or Callable task and can return Future object which can hold the pending result of computation. This method is defined on ExecutorService interface, which extends Executor interface, and every other thread pool class e.g. ThreadPoolExecutor or ScheduledThreadPoolExecutor gets these methods. To learn more about thread pools you can check this [article](http://javarevisited.blogspot.sg/2013/07/how-to-create-thread-pools-in-java-executors-framework-example-tutorial.html).  
  
  
**39) What is blocking method in Java?**(answer)  
A blocking method is a method which blocks until the task is done, for example, accept() method of ServerSocket blocks until a client is connected. here blocking means control will not return to the caller until the task is finished. On the other hand, there is an asynchronous or non-blocking method which returns even before the task is finished. To learn more about blocking method see this [answer](http://javarevisited.blogspot.sg/2012/02/what-is-blocking-methods-in-java-and.html).  
  
  
**40) Is Swing thread-safe? What do you mean by Swing thread-safe?**(answer)  
You can simply this question as No, Swing is not thread-safe, but you have to explain what you mean by that even if the interviewer doesn't ask about it. When we say swing is not thread-safe we usually refer its component, which can not be modified in multiple threads. All update to GUI components has to be done on AWT thread, and Swing provides synchronous and asynchronous callback methods to schedule such updates. You can also read my article to learn more about [swing and thread-safety](http://javarevisited.blogspot.com/2013/08/why-swing-is-not-thread-safe-in-java-Swingworker-Event-thread.html) to better answer this question. Even next two questions are also related to this concept.  
  
  
**41) What is the difference between invokeAndWait and invokeLater in Java?**(answer)  
These are two methods Swing API provides Java developers for updating GUI components from threads other than Event dispatcher thread. InvokeAndWait() synchronously update GUI component, for example, a progress bar, once progress is made, the bar should also be updated to reflect that change. If progress is tracked in a different thread, it has to call invokeAndWait() to schedule an update of that component by Event dispatcher thread. On another hand, invokeLater() is an asynchronous call to update components. You can also refer this [answer](http://javarevisited.blogspot.com/2011/09/invokeandwait-invokelater-swing-example.html) for more points.  
  
  
**42) Which method of Swing API are thread-safe in Java?**(answer)  
This question is again related to swing and thread-safety though components are not thread-safe there is a certain method which can be safely called from multiple threads. I know about repaint(), and revalidate() being thread-safe but there are other methods on different swing components e.g. setText()method of JTextComponent, insert() and append() method of JTextArea class.  
  
  
**43) How to create an Immutable object in Java?**(answer)  
This question might not look related to multi-threading and concurrency, but it is. Immutability helps to simplify already complex concurrent code in Java. Since immutable object can be shared without any synchronization its very dear to Java developers. Core value object, which is meant to be shared among thread should be immutable for performance and simplicity. Unfortunately there is no @Immutable annotation in Java, which can make your object immutable, hard work must be done by Java developers. You need to keep basics like initializing state in constructor, no setter methods, no leaking of reference, keeping separate copy of mutable object to create Immutable object. For step by step guide see my post, [how to make an object Immutable in Java](http://javarevisited.blogspot.com/2013/03/how-to-create-immutable-class-object-java-example-tutorial.html). This will give you enough material to answer this question with confidence.  
  
  
**44) What is ReadWriteLock in Java?**(answer)  
In general, read write lock is the result of lock stripping technique to improve the performance of concurrent applications. In Java, ReadWriteLock is an interface which was added in Java 5 release. A ReadWriteLock maintains a pair of associated locks, one for read-only operations and one for writing. The read lock may be held simultaneously by multiple reader threads, so long as there are no writers. The write lock is exclusive. If you want you can implement this interface with your own set of rules, otherwise you can use ReentrantReadWriteLock, which comes along with JDK and supports a maximum of 65535 recursive write locks and 65535 read locks.  
  
  
**45) What is busy spin in multi-threading?**([answer](http://java67.blogspot.com/2015/09/60-java-interview-questions-for-quick.html))  
Busy spin is a technique which concurrent programmers employ to make a thread wait on certain condition. Unlike traditional methods e.g. wait(), sleep() or yield() which all involves relinquishing CPU control, this method does not relinquish CPU, instead it the just runs empty loop. Why would someone do that? to preserve CPU caches. In a multi-core system, it's possible for a paused thread to resume on a different core, which means rebuilding cache again. To avoid cost of rebuilding cache, programmer prefer to wait for much smaller time doing busy spin. You can also see this [answer](http://java67.blogspot.com/2012/08/5-thread-interview-questions-answers-in.html) to learn more about this question.  
  
  
  
**46) What is the difference between the volatile and atomic variable in Java?**(answer)  
This is an interesting question for Java programmer, at first, volatile and atomic variable look very similar, but they are different. Volatile variable provides you happens-before guarantee that a write will happen before any subsequent write, it doesn't guarantee atomicity. For example count++ operation will not become atomic just by declaring count variable as volatile. On the other hand AtomicInteger class provides atomic method to perform such compound operation atomically e.g. getAndIncrement() is atomic replacement of increment operator. It can be used to atomically increment current value by one. Similarly you have atomic version for other data type and reference variable as well.  
  
  
**47) What happens if a thread throws an Exception inside synchronized block?**(answer)  
This is one more tricky question for average Java programmer, if he can bring the fact about whether lock is released or not is a key indicator of his understanding. To answer this question, no matter how you exist synchronized block, either normally by finishing execution or abruptly by throwing exception, thread releases the lock it acquired while entering that synchronized block. This is actually one of the reasons I like synchronized block over lock interface, which requires explicit attention to release lock, generally this is achieved by releasing the lock in a [finally block](http://javarevisited.blogspot.com/2012/11/difference-between-final-finally-and-finalize-java.html).  
  
  
**48) What is double checked locking of Singleton?**(answer)  
This is one of the very popular question on Java interviews, and despite its popularity, chances of candidate answering this question satisfactory is only 50%. Half of the time, they failed to write code for double checked locking and half of the time they failed how it was broken and fixed on Java 1.5. This is actually an old way of creating thread-safe singleton, which tries to optimize performance by only locking when Singleton instance is created first time, but because of complexity and the fact it was broken for JDK 1.4,  I personally don't like it. Anyway, even if you not prefer this approach its good to know from interview point of view. Since this question deserve a detailed answer, I have answered in a separate post, you can read my post [how double checked locking on Singleton works](http://javarevisited.blogspot.sg/2014/05/double-checked-locking-on-singleton-in-java.html) to learn more about it.  
  
  
**49) How to create thread-safe Singleton in Java?**(answer)  
This question is actually follow-up of the previous question. If you say you don't like double checked locking then Interviewer is bound to ask about alternative ways of creating thread-safe Singleton class. There are actually man, you can take advantage of class loading and static variable initialization feature of JVM to create instance of Singleton, or you can leverage powerful enumeration type in Java to create Singleton. I actually preferred that way, you can also read this [article](http://javarevisited.blogspot.com/2012/12/how-to-create-thread-safe-singleton-in-java-example.html) to learn more about it and see some sample code.  
  
  
**50) List down 3 multi-threading best practice you follow?**([answer](http://javarevisited.blogspot.com/2015/05/top-10-java-multithreading-and.html))  
This is my favorite question because I believe that you must follow certain best practices while writing concurrent code which helps in performance, debugging and maintenance. Following are three best practices, I think an average Java programmer should follow:

* **Always give meaningful name to your thread**This goes a long way to find a bug or trace an execution in concurrent code. OrderProcessor, QuoteProcessor or TradeProcessor is much better than Thread-1. Thread-2 and Thread-3. The name should say about task done by that thread. All major framework and even JDK follow this best practice.
* **Avoid locking or Reduce scope of Synchronization**  
  Locking is costly and context switching is even costlier. Try to avoid synchronization and locking as much as possible and at a bare minimum, you should reduce critical section. That's why I prefer synchronized block over synchronized method because it gives you absolute control on the scope of locking.
* **Prefer Synchronizers over wait and notify**  
  Synchronizers like CountDownLatch, Semaphore, CyclicBarrier or Exchanger simplifies coding. It's very difficult to implement complex control flow right using wait and notify. Secondly, these classes are written and maintained by best in business and there is good chance that they are optimized or replaced by better performance code in subsequent JDK releases. By using higher level synchronization utilities, you automatically get all these benefits.
* **Prefer Concurrent Collection over Synchronized Collection**  
  This is another simple best practice which is easy to follow but reap good benefits. Concurrent collection are more scalable than their synchronized counterpart, that's why its better to use them while writing concurrent code. So next time if you need map, think about ConcurrentHashMap before thinking Hashtable. See my article [Concurrent Collections in Java](http://javarevisited.blogspot.com/2013/02/concurrent-collections-from-jdk-56-java-example-tutorial.html), to learn more about modern collection classes and how to make best use of them.

**51) How do you force to start a Thread in Java?**(answer)  
This question is like how do you force garbage collection in Java, there is no way though you can make a request using System.gc() but it's not guaranteed. On Java multi-threading there is absolutely no way to force start a thread, this is controlled by thread scheduler and Java exposes no API to control thread schedule. This is still a random bit in Java.  
  
  
**52) What is the fork-join framework in Java?**(answer)  
The fork-join framework, introduced in JDK 7 is a powerful tool available to Java developer to take advantage of multiple processors of modern day servers. It is designed for work that can be broken into smaller pieces recursively. The goal is to use all the available processing power to enhance the performance of your application. One significant advantage of The fork/join framework is that it uses a work-stealing algorithm. Worker threads that run out of things to do can steal tasks from other threads that are still busy. See this [article](http://javarevisited.blogspot.com/2011/09/fork-join-task-java7-tutorial.html) for the much more detailed answer to this question.  
  
  
**53) What is the difference between calling wait() and sleep() method in Java multi-threading?**(answer)  
Though both wait and sleep introduce some form of pause in Java application, they are the tool for different needs. Wait method is used for inter-thread communication, it relinquishes lock if waiting for a condition is true and wait for notification when due to an action of another thread waiting condition becomes false. On the other hand sleep() method is just to relinquish CPU or stop execution of current thread for specified time duration. Calling sleep method doesn't release the lock held by the current thread. You can also take look at this [article](http://javarevisited.blogspot.com/2011/12/difference-between-wait-sleep-yield.html) to answer this question with more details.  
  
  
That's all on this list of **top 50 Java multi-threading and concurrency interview questions**. I have not shared answers of all the questions but provided enough hints and links to explore further and find answers by yourselves. As I said, let me know if you don't find answer of any particular question and I will add answer here.  
  
You can use this list to not only to prepare for your core Java and programming interviews but also to check your knowledge about basics of threads, multi-threading, concurrency, design patterns and threading issues like race conditions, deadlock and thread safety problems.  
  
My intention is to make this list of question as the mother of all list of Java Multi-threading questions, but this can not be done without your help. You can also share any question with us, which has been asked to you or any question for which you yet to find an answer.  
  
This master list is equally useful to Java developers of all levels of experience. You can read through this list even if you have 2 to 3 years of working experience as a junior developer or 5 to 6 years as a senior developer. It's even useful for freshers and beginners to expand their knowledge. I will add new and latest multi-threading question as and when I come across, and I request you all to ask, share and answer questions via comments to keep this list relevant to all Java programmers.

***NEW***

Thread state for a thread which has not yet started.

***RUNNABLE***

Thread state for a runnable thread. A thread in the runnable

State is executing in the Java virtual machine but it may

Be waiting for other resources from the operating system

Such as processor.

***BLOCKED***

Thread state for a thread blocked waiting for a monitor lock.

A thread in the blocked state is waiting for a monitor lock

to enter a synchronized block/method or re-enter a synchronized

block/method after calling Object.wait.

***WAITING***,

Thread state for a waiting thread.

A thread is in the waiting state due to calling one of the

following methods:

Object.wait with no timeout

Thread.join with no timeout

LockSupport.park

A thread in the waiting state is waiting for another thread to perform a particular action.

For example, a thread that has called Object.wait() on an object is waiting for another thread to call Object.notify() or Object.notifyAll() on that object. A thread that has called Thread.join() is waiting for a specified thread to terminate.

***TIMED\_WAITING***

Thread state for a waiting thread with a specified waiting time.

A thread is in the timed waiting state due to calling one of

the following methods with a specified positive waiting time:

Thread.sleep

wait(long) Object.wait} with timeout

join(long) Thread.join} with timeout

LockSupport.parkNanos

LockSupport.parkUntil

***TERMINATED***

Thread state for a terminated thread. The thread has completed execution

## What are the usage of LockSupport ?

* public class **LockSupport** extends [Object](https://docs.oracle.com/javase/7/docs/api/java/lang/Object.html)
* Basic thread blocking primitives for creating locks and other synchronization classes.
* This class associates, with each thread that uses it, a permit (in the sense of the [Semaphore](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/Semaphore.html) class). A call to park will return immediately if the permit is available, consuming it in the process; otherwise it may block. A call to unpark makes the permit available, if it was not already available. (Unlike with Semaphores though, permits do not accumulate. There is at most one.)
* Methods park and unpark provide efficient means of blocking and unblocking threads that do not encounter the problems that cause the deprecated methods Thread.suspend and Thread.resume to be unusable for such purposes: Races between one thread invoking park and another thread trying to unpark it will preserve liveness, due to the permit. Additionally, park will return if the caller's thread was interrupted, and timeout versions are supported. The park method may also return at any other time, for "no reason", so in general must be invoked within a loop that rechecks conditions upon return. In this sense park serves as an optimization of a "busy wait" that does not waste as much time spinning, but must be paired with an unpark to be effective.
* The three forms of park each also support a blocker object parameter. This object is recorded while the thread is blocked to permit monitoring and diagnostic tools to identify the reasons that threads are blocked. (Such tools may access blockers using method [getBlocker(java.lang.Thread)](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/locks/LockSupport.html#getBlocker(java.lang.Thread)).) The use of these forms rather than the original forms without this parameter is strongly encouraged. The normal argument to supply as a blocker within a lock implementation is this.
* These methods are designed to be used as tools for creating higher-level synchronization utilities, and are not in themselves useful for most concurrency control applications. The park method is designed for use only in constructions of the form:
* while (!canProceed()) { ... LockSupport.park(this); }
* where neither canProceed nor any other actions prior to the call to park entail locking or blocking. Because only one permit is associated with each thread, any intermediary uses of park could interfere with its intended effects.
* **Sample Usage.** Here is a sketch of a first-in-first-out non-reentrant lock class:
* class FIFOMutex {
* private final AtomicBoolean locked = new AtomicBoolean(false);
* private final Queue<Thread> waiters
* = new ConcurrentLinkedQueue<Thread>();
* public void lock() {
* boolean wasInterrupted = false;
* Thread current = Thread.currentThread();
* waiters.add(current);
* // Block while not first in queue or cannot acquire lock
* while (waiters.peek() != current ||
* !locked.compareAndSet(false, true)) {
* LockSupport.park(this);
* if (Thread.interrupted()) // ignore interrupts while waiting
* wasInterrupted = true;
* }
* waiters.remove();
* if (wasInterrupted) // reassert interrupt status on exit
* current.interrupt();
* }
* public void unlock() {
* locked.set(false);
* LockSupport.unpark(waiters.peek());
* }
* }

# **Multithreading in Java**

**Multithreading in java** is a process of executing multiple threads simultaneously. Thread is basically a lightweight sub-process, a smallest unit of processing. Multiprocessing and multithreading, both are used to achieve multitasking. But we use multithreading than multiprocessing because threads share a common memory area. They don't allocate separate memory area so saves memory, and context-switching between the threads takes less time than process. Java Multithreading is mostly used in games, animation etc.

### Advantages of Java Multithreading

1) It **doesn't block the user** because threads are independent and you can perform multiple operations at same time.

2) You **can perform many operations together so it saves time**.

3) Threads are **independent** so it doesn't affect other threads if exception occur in a single thread.

Multitasking

Multitasking is a process of executing multiple tasks simultaneously. We use multitasking to utilize the CPU. Multitasking can be achieved by two ways:

* Process-based Multitasking(Multiprocessing)
* Thread-based Multitasking(Multithreading)

1) Process-based Multitasking (Multiprocessing)

* Each process have its own address in memory i.e. each process allocates separate memory area.
* Process is heavyweight.
* Cost of communication between the process is high.
* Switching from one process to another require some time for saving and loading registers, memory maps, updating lists etc.

2) Thread-based Multitasking (Multithreading)

* Threads share the same address space.
* Thread is lightweight.
* Cost of communication between the thread is low.

## What is Thread in java

A thread is a lightweight sub process, a smallest unit of processing. It is a separate path of execution.

Threads are independent, if there occurs exception in one thread, it doesn't affect other threads. It shares a common memory area.
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As shown in the above figure, thread is executed inside the process. There is context-switching between the threads. There can be multiple processes inside the OS and one process can have multiple threads.

At a time only one thread is executed per process.

# **Life cycle of a Thread (Thread States)**

A thread can be in one of the five states. According to sun, there is only 4 states in **thread life cycle in java** new, runnable, non-runnable and terminated. There is no running state.

But for better understanding the threads, we are explaining it in the 5 states.

The life cycle of the thread in java is controlled by JVM. The java thread states are as follows:

1. New
2. Runnable
3. Running
4. Non-Runnable (Blocked)
5. Terminated
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|  |
| --- |
| 1) New The thread is in new state if you create an instance of Thread class but before the invocation of start() method. |

### 2) Runnable

The thread is in runnable state after invocation of start() method, but the thread scheduler has not selected it to be the running thread.

### 3) Running

The thread is in running state if the thread scheduler has selected it.

### 4) Non-Runnable (Blocked)

This is the state when the thread is still alive, but is currently not eligible to run.

### 5) Terminated

A thread is in terminated or dead state when its run() method exits.

There are two ways to create a thread:

1. By extending Thread class
2. By implementing Runnable interface.

Thread class:

|  |
| --- |
| Thread class provide constructors and methods to create and perform operations on a thread.Thread class extends Object class and implements Runnable interface. |

Commonly used Constructors of Thread class:

|  |
| --- |
| * Thread() * Thread(String name) * Thread(Runnable r) * Thread(Runnable r,String name) |

Commonly used methods of Thread class:

|  |
| --- |
| 1. **public void run():**is used to perform action for a thread. 2. **public void start():**starts the execution of the thread.JVM calls the run() method on the thread. 3. **public void sleep(long miliseconds):**Causes the currently executing thread to sleep (temporarily cease execution) for the specified number of milliseconds. 4. **public void join():**waits for a thread to die. 5. **public void join(long miliseconds):**waits for a thread to die for the specified miliseconds. 6. **public int getPriority():**returns the priority of the thread. 7. **public int setPriority(int priority):**changes the priority of the thread. 8. **public String getName():**returns the name of the thread. 9. **public void setName(String name):**changes the name of the thread. 10. **public Thread currentThread():**returns the reference of currently executing thread. 11. **public int getId():**returns the id of the thread. 12. **public Thread.State getState():**returns the state of the thread. 13. **public boolean isAlive():**tests if the thread is alive. 14. **public void yield():**causes the currently executing thread object to temporarily pause and allow other threads to execute. 15. **public void suspend():**is used to suspend the thread(depricated). 16. **public void resume():**is used to resume the suspended thread(depricated). 17. **public void stop():**is used to stop the thread(depricated). 18. **public boolean isDaemon():**tests if the thread is a daemon thread. 19. **public void setDaemon(boolean b):**marks the thread as daemon or user thread. 20. **public void interrupt():**interrupts the thread. 21. **public boolean isInterrupted():**tests if the thread has been interrupted. 22. **public static boolean interrupted():**tests if the current thread has been interrupted. |

Runnable interface:

|  |
| --- |
| The Runnable interface should be implemented by any class whose instances are intended to be executed by a thread. Runnable interface have only one method named run(). |

|  |
| --- |
| 1. **public void run():**is used to perform action for a thread. |

Starting a thread:

|  |
| --- |
| **start() method** of Thread class is used to start a newly created thread. It performs following tasks:   * A new thread starts(with new callstack). * The thread moves from New state to the Runnable state. * When the thread gets a chance to execute, its target run() method will run. |

1) Java Thread Example by extending Thread class

1. **class** Multi **extends** Thread{
2. **public** **void** run(){
3. System.out.println("thread is running...");
4. }
5. **public** **static** **void** main(String args[]){
6. Multi t1=**new** Multi();
7. t1.start();
8. }
9. }

Output:thread is running...

2) Java Thread Example by implementing Runnable interface

1. **class** Multi3 **implements** Runnable{
2. **public** **void** run(){
3. System.out.println("thread is running...");
4. }
6. **public** **static** **void** main(String args[]){
7. Multi3 m1=**new** Multi3();
8. Thread t1 =**new** Thread(m1);
9. t1.start();
10. }
11. }

Output:thread is running...

|  |
| --- |
| If you are not extending the Thread class, your class object would not be treated as a thread object. So you need to explicitly create Thread class object. We are passing the object of your class that implements Runnable so that your class run() method may execute. |

# **Thread Scheduler in Java**

**Thread scheduler** in java is the part of the JVM that decides which thread should run.

There is no guarantee that which runnable thread will be chosen to run by the thread scheduler.

Only one thread at a time can run in a single process.

The thread scheduler mainly uses preemptive or time slicing scheduling to schedule the threads.

### Difference between preemptive scheduling and time slicing

Under preemptive scheduling, the highest priority task executes until it enters the waiting or dead states or a higher priority task comes into existence. Under time slicing, a task executes for a predefined slice of time and then reenters the pool of ready tasks. The scheduler then determines which task should execute next, based on priority and other factors.

# **Sleep method in java**

The sleep() method of Thread class is used to sleep a thread for the specified amount of time.

## Syntax of sleep() method in java

The Thread class provides two methods for sleeping a thread:

* public static void sleep(long miliseconds)throws InterruptedException
* public static void sleep(long miliseconds, int nanos)throws InterruptedException

## Example of sleep method in java

1. **class** TestSleepMethod1 **extends** Thread{
2. **public** **void** run(){
3. **for**(**int** i=1;i<5;i++){
4. **try**{Thread.sleep(500);}**catch**(InterruptedException e){System.out.println(e);}
5. System.out.println(i);
6. }
7. }
8. **public** **static** **void** main(String args[]){
9. TestSleepMethod1 t1=**new** TestSleepMethod1();
10. TestSleepMethod1 t2=**new** TestSleepMethod1();
12. t1.start();
13. t2.start();
14. }
15. }

Output:

1

1

2

2

3

3

4

4

As you know well that at a time only one thread is executed. If you sleep a thread for the specified time,the thread shedular picks up another thread and so on.

No. After starting a thread, it can never be started again. If you does so, an IllegalThreadStateException is thrown. In such case, thread will run once but for second time, it will throw exception.

Let's understand it by the example given below:

1. **public** **class** TestThreadTwice1 **extends** Thread{
2. **public** **void** run(){
3. System.out.println("running...");
4. }
5. **public** **static** **void** main(String args[]){
6. TestThreadTwice1 t1=**new** TestThreadTwice1();
7. t1.start();
8. t1.start();
9. }
10. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestThreadTwice1)

running

Exception in thread "main" java.lang.IllegalThreadStateException

# **What if we call run() method directly instead start() method?**

|  |
| --- |
| * Each thread starts in a separate call stack. * Invoking the run() method from main thread, the run() method goes onto the current call stack rather than at the beginning of a new call stack. |

1. **class** TestCallRun1 **extends** Thread{
2. **public** **void** run(){
3. System.out.println("running...");
4. }
5. **public** **static** **void** main(String args[]){
6. TestCallRun1 t1=**new** TestCallRun1();
7. t1.run();//fine, but does not start a separate call stack
8. }
9. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCallRun1)

Output:running...

![MainThreadStack](data:image/jpeg;base64,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) ***Problem if you direct call run() method***

1. **class** TestCallRun2 **extends** Thread{
2. **public** **void** run(){
3. **for**(**int** i=1;i<5;i++){
4. **try**{Thread.sleep(500);}**catch**(InterruptedException e){System.out.println(e);}
5. System.out.println(i);
6. }
7. }
8. **public** **static** **void** main(String args[]){
9. TestCallRun2 t1=**new** TestCallRun2();
10. TestCallRun2 t2=**new** TestCallRun2();
12. t1.run();
13. t2.run();
14. }
15. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCallRun2)

Output:1

2

3

4

5

1

2

3

4

5

|  |
| --- |
| As you can see in the above program that there is no context-switching because here t1 and t2 will be treated as normal object not thread object. |

# **The join() method**

The join() method waits for a thread to die. In other words, it causes the currently running threads to stop executing until the thread it joins with completes its task.

t1.join(1000); // other threads will wait until t1 is dead or 1000 millis passed

t1.join(0); // it means wait until the thread is dead

t1.join(); // it means wait until the thread is dead

class TestJoinMethod2 extends Thread {

public void run() {

System.out.println("id:"+this.getId());

for (int i = 1; i <= 5; i++) {

try {

Thread.sleep(500);

} catch (Exception e) {

System.out.println(e);

}

System.out.println(i);

}

}

public static void main(String args[]) {

TestJoinMethod2 t1 = new TestJoinMethod2();

TestJoinMethod2 t2 = new TestJoinMethod2();

TestJoinMethod2 t3 = new TestJoinMethod2();

t1.start();

try {

t1.join(1000);

// t1.join(0);

// t1.join();

} catch (Exception e) {

System.out.println(e);

}

t2.start();

t3.start();

}

}

Output:1

2

3

4

5

1

1

2

2

3

3

4

4

5

5

**Priority of a Thread (Thread Priority):**

Each thread have a priority. Priorities are represented by a number between 1 and 10. In most cases, thread schedular schedules the threads according to their priority (known as preemptive scheduling). But it is not guaranteed because it depends on JVM specification that which scheduling it chooses.

3 constants defiend in Thread class:

public static int MIN\_PRIORITY

public static int NORM\_PRIORITY

public static int MAX\_PRIORITY

Default priority of a thread is 5 (NORM\_PRIORITY). The value of MIN\_PRIORITY is 1 and the value of MAX\_PRIORITY is 10.

class TestMultiPriority1 extends Thread {

public void run() {

System.out.println("running thread name is:" + Thread.currentThread().getName());

System.out.println("running thread priority is:" + Thread.currentThread().getPriority());

}

public static void main(String args[]) {

TestMultiPriority1 m1 = new TestMultiPriority1();

TestMultiPriority1 m2 = new TestMultiPriority1();

m1.setPriority(Thread.MIN\_PRIORITY);

m2.setPriority(Thread.MAX\_PRIORITY);

m1.start();

try {

Thread.currentThread().sleep(10);

} catch (InterruptedException e) {

// TODO Auto-generated catch block

e.printStackTrace();

}

m2.start();

}

}

running thread name is:Thread-0

running thread name is:Thread-1

running thread priority is:1

running thread priority is:10

**Daemon Thread in Java**

A daemon thread is a thread that does not prevent the JVM from exiting when the program finishes but the thread is still running. An example for a daemon thread is the garbage collection.

You can use the setDaemon(boolean) method to change the Thread daemon properties before the thread starts.

.when the program finishes." What that means is, if the program does not explicitly kill the JVM, then the JVM will automatically kill itself when the last *non*-daemon thread ends. Normal threads define "when the program exits." Daemon threads don't.

So this line thread that does not prevent the JVM from exiting when the program finishes but the thread is still running basically means the JVM process that started the thread doesn't care if the daemon thread finished executing or not, it will just end itself if all the normal threads have finished execution.

When a new thread is created it inherits the daemon status of its parent.

Normal thread and daemon threads differ in what happens when they exit. When the JVM halts any remaining daemon threads are abandoned:

finally blocks are not executed,

stacks are not unwound - the JVM just exits.

Due to this reason daemon threads should be used sparingly and it is dangerous to use them for tasks that might perform any sort of I/O.

Daemon threads are like a service providers for other threads or objects running in the same process as the daemon thread. Daemon threads are used for background supporting tasks and are only needed while normal threads are executing. If normal threads are not running and remaining threads are daemon threads then the interpreter exits.

For example, the HotJava browser uses up to four daemon threads named "Image Fetcher" to fetch images from the file system or network for any thread that needs one.

Daemon threads are typically used to perform services for your application/applet (such as loading the "fiddley bits"). The core difference between user threads and daemon threads is that the JVM will only shut down a program when all user threads have terminated. Daemon threads are terminated by the JVM when there are no longer any user threads running, including the main thread of execution.

**Daemon thread in java** is a service provider thread that provides services to the user thread. Its life depend on the mercy of user threads i.e. when all the user threads dies, JVM terminates this thread automatically.There are many java daemon threads running automatically e.g. gc, finalizer etc. Points to remember for Daemon Thread in Java

It provides services to user threads for background supporting tasks. It has no role in life than to serve user threads.

Its life depends on user threads.

It is a low priority thread.

Why JVM terminates the daemon thread if there is no user thread?

The sole purpose of the daemon thread is that it provides services to user thread for background supporting task. If there is no user thread, why should JVM keep running this thread. That is why JVM terminates the daemon thread if there is no user thread.

Methods for Java Daemon thread by Thread class

The java.lang.Thread class provides two methods for java daemon thread.

No. Method Description

1) public void setDaemon(boolean status) is used to mark the current thread as daemon thread or user thread.

2) public boolean isDaemon() is used to check that current is daemon.

setDaemon property should be set before starting the thread otherwise it will throw IllegalThreadStateException.

# **Java Thread Pool**

**Java Thread pool** represents a group of worker threads that are waiting for the job and reuse many times.

In case of thread pool, a group of fixed size threads are created. A thread from the thread pool is pulled out and assigned a job by the service provider. After completion of the job, thread is contained in the thread pool again.

Better performance It saves time because there is no need to create new thread.

It is used in Servlet and JSP where container creates a thread pool to process the request.

Most of the executor implementations in java.util.concurrent use thread pools, which consist of worker threads. This kind of thread exists separately from the Runnable and Callable tasks it executes and is often used to execute multiple tasks.

Using worker threads minimizes the overhead due to thread creation. Thread objects use a significant amount of memory, and in a large-scale application, allocating and deallocating many thread objects creates a significant memory management overhead.

One common type of thread pool is the fixed thread pool. This type of pool always has a specified number of threads running; if a thread is somehow terminated while it is still in use, it is automatically replaced with a new thread. Tasks are submitted to the pool via an internal queue, which holds extra tasks whenever there are more active tasks than threads.

An important advantage of the fixed thread pool is that applications using it degrade gracefully. To understand this, consider a web server application where each HTTP request is handled by a separate thread. If the application simply creates a new thread for every new HTTP request, and the system receives more requests than it can handle immediately, the application will suddenly stop responding to all requests when the overhead of all those threads exceed the capacity of the system. With a limit on the number of the threads that can be created, the application will not be servicing HTTP requests as quickly as they come in, but it will be servicing them as quickly as the system can sustain.

A simple way to create an executor that uses a fixed thread pool is to invoke the newFixedThreadPool factory method in java.util.concurrent.Executors. This class also provides the following factory methods:

The newCachedThreadPool method creates an executor with an expandable thread pool. This executor is suitable for applications that launch many short-lived tasks.

The newSingleThreadExecutor method creates an executor that executes a single task at a time.

Several factory methods are ScheduledExecutorService versions of the above executors.

If none of the executors provided by the above factory methods meet your needs, constructing instances of java.util.concurrent.ThreadPoolExecutor or java.util.concurrent.ScheduledThreadPoolExecutor will give you additional options.

Both **ExecutorService**and **ScheduledExecutorService**are interfaces, with ScheduledExecutorService extending ExecutorService. They provide functionality for concurrent execution of Runnable and Callable tasks. The difference is that ScheduledExecutorService provides additional methods to execute a task with delay or/and every fixed time period.

**ExecutorService**provides an interface for submitting a Runnable or Callable task or a collection of these tasks for execution once, also providing methods for the proper shutdown of the executor. Some of the notable classes that implement this interface are ForkJoinPool and ThreadPoolExecutor.

Example of usage from Java documentation:

1. **class** NetworkService implements Runnable {
2. **private** final ServerSocket serverSocket;
3. **private** final ExecutorService pool;
5. **public** NetworkService(**int** port, **int** poolSize)
6. throws IOException {
7. serverSocket = **new** ServerSocket(port);
8. pool = Executors.newFixedThreadPool(poolSize);
9. }
11. **public** **void** run() { // run the service
12. **try** {
13. **for** (;;) {
14. pool.execute(**new** Handler(serverSocket.accept()));
15. }
16. } **catch** (IOException ex) {
17. pool.shutdown();
18. }
19. }
20. }
22. **class** Handler implements Runnable {
23. **private** final Socket socket;
24. Handler(Socket socket) { **this**.socket = socket; }
25. **public** **void** run() {
26. // read and service request on socket
27. }
28. }

**ScheduledExecutorService**is an extension of an ExecutorService, so it provides the same functionality with the addition of several methods that deal with scheduling execution. These are schedule with input parameters of a Runnable/Callable, delay, and TimeUnit. This will execute the provided task after a delay of set time units. There is also scheduleAtFixedRate that adds a period of time to schedule. Each period of time the task will be scheduled for execution. The most notable class that implements this interface is ScheduledThreadPoolExecutor.

Example of usage from Java documentation:

1. **import** **static** java.util.concurrent.TimeUnit.\*;
2. **class** BeeperControl {
3. **private** final ScheduledExecutorService scheduler =
4. Executors.newScheduledThreadPool(1);
6. **public** **void** beepForAnHour() {
7. final Runnable beeper = **new** Runnable() {
8. **public** **void** run() { System.**out**.println("beep"); }
9. };
10. final ScheduledFuture<?> beeperHandle =
11. scheduler.scheduleAtFixedRate(beeper, 10, 10, SECONDS);
12. scheduler.schedule(**new** Runnable() {
13. **public** **void** run() { beeperHandle.cancel(**true**); }
14. }, 60 \* 60, SECONDS);
15. }
16. }

public abstract class AbstractExecutorService implements ExecutorService

public class ThreadPoolExecutor extends AbstractExecutorService

public class ScheduledThreadPoolExecutor extends ThreadPoolExecutor implements ScheduledExecutorService

public interface ScheduledExecutorService extends ExecutorService
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What is CyclicBarrier ?

CyclicBarrier in Java is a synchronizer introduced in JDK 5 on java.util.Concurrent package along with other concurrent utility like Counting Semaphore, BlockingQueue, ConcurrentHashMap etc. CyclicBarrier is similar to CountDownLatch which we have seen in the last article What is CountDownLatch in Java and allows multiple threads to wait for each other (barrier) before proceeding. The difference between CountDownLatch and CyclicBarrier is an also very popular multi-threading interview question in Java. CyclicBarrier is a natural requirement for a concurrent program because it can be used to perform final part of the task once individual tasks are completed. All threads which wait for each other to reach barrier are called parties, CyclicBarrier is initialized with a number of parties to wait and threads wait for each other by calling CyclicBarrier.await() method which is a blocking method in Java and blocks until all Thread or parties call await(). In general calling await() is shout out that Thread is waiting on the barrier. await() is a blocking call but can be timed out or Interrupted by other thread. In this Java concurrency tutorial, we will see What is CyclicBarrier in Java and an example of CyclicBarrier on which three Threads will wait for each other before proceeding further.

Difference between CountDownLatch and CyclicBarrier in Java

In our last article, we have to see how CountDownLatch can be used to implement multiple threads waiting for each other. If you look at CyclicBarrier it also the does the same thing but there is different you can not reuse CountDownLatch once the count reaches zero while you can reuse CyclicBarrier by calling reset() method which resets Barrier to its initial State. What it implies that CountDownLatch is a good for one-time events like application start-up time and CyclicBarrier can be used to in case of the recurrent event e.g. concurrently calculating a solution of the big problem etc. If you like to learn more about threading and concurrency in Java you can also check my post on When to use Volatile variable in Java and How Synchronization works in Java.

CyclicBarrier in Java – Example

Java CyclicBarrier Example and Tutorial programNow we know what is CyclicBarrier in Java and it's time to see an example of CyclicBarrier in Java. Here is a simple example of CyclicBarrier in Java on which we initialize CyclicBarrier with 3 parties, means in order to cross barrier, 3 thread needs to call await() method. each thread calls await method in short duration but they don't proceed until all 3 threads reached the barrier, once all thread reach the barrier, barrier gets broker and each thread started their execution from that point. Its much clear with the output of following example of CyclicBarrier in Java:

import java.util.concurrent.BrokenBarrierException;

import java.util.concurrent.CyclicBarrier;

import java.util.logging.Level;

import java.util.logging.Logger;

/\*\*

\* Java program to demonstrate how to use CyclicBarrier in Java. CyclicBarrier is a

\* new Concurrency Utility added in Java 5 Concurrent package.

\*

\* @author Javin Paul

\*/

public class CyclicBarrierExample {

//Runnable task for each thread

private static class Task implements Runnable {

private CyclicBarrier barrier;

public Task(CyclicBarrier barrier) {

this.barrier = barrier;

}

@Override

public void run() {

try {

System.out.println(Thread.currentThread().getName() + " is waiting on barrier");

barrier.await();

System.out.println(Thread.currentThread().getName() + " has crossed the barrier");

} catch (InterruptedException ex) {

Logger.getLogger(CyclicBarrierExample.class.getName()).log(Level.SEVERE, null, ex);

} catch (BrokenBarrierException ex) {

Logger.getLogger(CyclicBarrierExample.class.getName()).log(Level.SEVERE, null, ex);

}

}

}

public static void main(String args[]) {

//creating CyclicBarrier with 3 parties i.e. 3 Threads needs to call await()

final CyclicBarrier cb = new CyclicBarrier(3, new Runnable(){

@Override

public void run(){

//This task will be executed once all thread reaches barrier

System.out.println("All parties are arrived at barrier, lets play");

}

});

//starting each of thread

Thread t1 = new Thread(new Task(cb), "Thread 1");

Thread t2 = new Thread(new Task(cb), "Thread 2");

Thread t3 = new Thread(new Task(cb), "Thread 3");

t1.start();

t2.start();

t3.start();

}

}

Output:

Thread 1 is waiting on barrier

Thread 3 is waiting on barrier

Thread 2 is waiting on barrier

All parties have arrived at barrier, lets play

Thread 3 has crossed the barrier

Thread 1 has crossed the barrier

Thread 2 has crossed the barrier

When to use CyclicBarrier in Java

Given the nature of CyclicBarrier it can be very handy to implement map reduce kind of task similar to fork-join framework of Java 7, where a big task is broker down into smaller pieces and to complete the task you need output from individual small task e.g. to count population of India you can have 4 threads which count population from North, South, East, and West and once complete they can wait for each other, When last thread completed their task, Main thread or any other thread can add result from each zone and print total population. You can use CyclicBarrier in Java :

1) To implement multi player game which can not begin until all player has joined.

2) Perform lengthy calculation by breaking it into smaller individual tasks, In general, to implement Map reduce technique.

**Important point of CyclicBarrier in Java**

1. CyclicBarrier can perform a completion task once all thread reaches to the barrier, this can be provided while creating CyclicBarrier.

2. If CyclicBarrier is initialized with 3 parties means 3 thread needs to call await method to break the barrier.

3. The thread will block on await() until all parties reach to the barrier, another thread interrupt or await timed out.

4. If another thread interrupts the thread which is waiting on barrier it will throw BrokernBarrierException as shown below:

java.util.concurrent.BrokenBarrierException

at java.util.concurrent.CyclicBarrier.dowait(CyclicBarrier.java:172)

at java.util.concurrent.CyclicBarrier.await(CyclicBarrier.java:327)

5.CyclicBarrier.reset() put Barrier on its initial state, other thread which is waiting or not yet reached barrier will terminate with java.util.concurrent.BrokenBarrierException.

That's all on What is CyclicBarrier in Java When to use CyclicBarrier in Java and a Simple Example of How to use CyclicBarrier in Java . We have also seen the difference between CountDownLatch and CyclicBarrier in Java and got some idea where we can use CyclicBarrier in Java Concurrent code.

Read more: <http://javarevisited.blogspot.com/2012/07/cyclicbarrier-example-java-5-concurrency-tutorial.html#ixzz4x9gMmBaU>

# CyclicBarrier: concordinating the stages of a multithreaded operation

The [CountDownLatch](https://www.javamex.com/tutorials/threads/CountDownLatch.shtml) class is useful for various types of "one-off" thread coordination, in particular *setting threads off* together. However, it has at least two features that can be inconvenient in certain situations:

* a given CountDownLatch can only be used once, making it inconvenient for operations that occur in *stages*, with intermediate results from the different threads needing to be amalgamated between stages;
* the CountDownLatch doesn't explicitly allow one thread to tell the others to "stop waiting"1, which is sometimes useful, for example, if an error occurs in one of the threads.

The CyclicBarrier is generally more useful than CountDownLatch in cases where:

* a **multithreaded operation occurs in *stages* or *iterations***, and;
* a **single-threaded operation is required between stages/iterations**, for example, to **combine the results** of the previous multithreaded portion.

## Overview of CyclicBarrier

Firstly, the barrier is constructed with the following:

* the **number of threads** that will be participating in the parallel operation;
* optionally, an **amalgamation routine** to run at the end of each stage/iteration.

Then, at each stage (or on each iteration) of the operation:

* each thread carries out its portion of the work;
* after doing its portion of the work, each thread **calls the barrier's await()** method;
* the await() method **returns *only* when**:
  + *all* threads have called await();
  + the **amalgamation** method has run (the barrier calls this on the last thread to call await() before releasing the awaiting threads).
* if *any* of the threads is **interrupted or times out** while waiting for the barrier, then **the barrier is "broken"** and *all* other waiting threads receive a BrokenBarrierException.

in other words, this last point means there is a mechanism for an error/timeout in one of the worker threads to "ripple out" to all threads and for the operation to halt, or for the operation to be interrupted externally by interrupting just *one* of the threads.

**CyclicBarrier example: error handling**

In our introduction to CyclicBarrier, we mentioned that one potentially useful feature is that if, while waiting at the barrier, one of the waiting threads is interrupted or times out, then all of the other waiting threads wake up with a BrokenBarrierException.

But what happens if an exception occurs during a thread's execution of the actual task code— in other words, while it isn't in the await() call? Well in this case, one solution is to deliberately interrupt the thread and then call await()! Our thread will immediately return from the await() call with an InterruptedException (which we obviously don't care about), and all other threads will wake up from await() with a BrokenBarrierException.

The pattern looks as follows:

private volatile Throwable error;

...

public void run() {

try {

... perform task

barrier.await();

... perform task

barrier.await();

} catch (InterruptedException e) {

// don't care-- controller thread will get

// BrokenBarrierException

} catch (BrokenBarrierException e) {

// ditto

} catch (Throwable t) {

// some other exception occurred during our task

error = t;

Thread.currentThread().interrupt();

try {

barrier.await();

} catch (Exception e) {}

}

}

This is one of the few cases where we probably just want to "swallow" various exceptions, since the BrokenBarrierException will be thrown in all the other threads, including our "controller" thread. In the case of catching some other exception because it occurred during our task code, we may want to save it to a variable (as the error variable here). Then the controller thread, on being awoken with a BrokenBarrierException, can find the thread with the error variable set and throw the corresponding exception to the caller.

Error in the result amalgamation Runnable

There's actually a race condition that we haven't dealt with in the above code. When the last thread to get to the barrier calls the await() method, the barrier's Runnable (if any) is run before the await() method returns. If an unchecked exception is thrown by that Runnable, then the barrier is broken— in other words, other waiting threads potentially signalled— before that exception is thrown up to the caller of await(). In other words, the controller thread could be awoken before the error variable has been set.

To get round this problem, albeit in a slightly inelegant way, we can set another variable specially for errors that occur inside the Runnable. So that method looks as follows:

private volatile RuntimeException errorInAmalgRunnable;

CyclicBarrier barrier = new CyclicBarrier(noThreads, new Runnable() {

public void run() {

try {

... amalgamate results ...

} catch (RuntimeException e) {

errorInAmalgRunnable = e;

throw e;

}

}

});

# [What is CountDownLatch in Java - Concurrency Example Tutorial](http://javarevisited.blogspot.in/2012/07/countdownlatch-example-in-java.html)

**What is CountDownLatch in Java**

CountDownLatch in Java is a kind of synchronizer which allows one Thread  to wait for one or more Threads before starts processing. This is very crucial requirement and often needed in server side core Java application and having this functionality built-in as CountDownLatch greatly simplifies the development. CountDownLatch in Java is introduced on Java 5 along with other concurrent utilities like [CyclicBarrier](http://javarevisited.blogspot.sg/2012/07/cyclicbarrier-example-java-5-concurrency-tutorial.html),[Semaphore](http://javarevisited.blogspot.sg/2012/05/counting-semaphore-example-in-java-5.html), [ConcurrentHashMap](http://javarevisited.blogspot.sg/2011/04/difference-between-concurrenthashmap.html) and [BlockingQueue](http://javarevisited.blogspot.sg/2012/02/producer-consumer-design-pattern-with.html) in java.util.concurrent package. In this Java concurrency tutorial we will  what is CountDownLatch in Java, How CountDownLatch works in Java, an example of **CountDownLatch in Java** and finally some worth noting points about this concurrent utility. You can also implement same functionality using  [wait and notify mechanism](http://javarevisited.blogspot.sg/2011/05/wait-notify-and-notifyall-in-java.html) in Java but it requires lot of code and getting it write in first attempt is tricky,  With CountDownLatch it can  be done in just few lines. CountDownLatch also allows flexibility on number of thread for which [main thread](http://javarevisited.blogspot.sg/2011/12/main-public-static-java-void-method-why.html)should wait, It can wait for one thread or n number of thread, there is not much change on code.  Key point is that you need to figure out where to use CountDownLatch in Java application which is not difficult if you understand *What is CountDownLatch in Java*, What does CountDownLatch do and How CountDownLatch works in Java.

**How CountDownLatch works in Java**

Now we know What is CountDownLatch in Java, its time to find out How CountDownLatch works in Java. CountDownLatch works in latch principle,  main thread will wait until Gate is open. One [thread waits](http://javarevisited.blogspot.sg/2012/02/why-wait-notify-and-notifyall-is.html) for n number of threads specified while creating CountDownLatch in Java. Any thread, usually main thread of application,  which calls CountDownLatch.await() will wait until count reaches zero or its interruptedby another Thread. All other thread are required to do count down by calling CountDownLatch.countDown() once they are completed or ready to the job. as soon as count reaches zero, [Thread](http://javarevisited.blogspot.sg/2011/02/how-to-implement-thread-in-java.html) awaiting starts running. One of the disadvantage of CountDownLatch is that **its not reusable once count reaches to zero** you can not use CountDownLatch any more, but don't worry Java concurrency API has another concurrent utility called [CyclicBarrier](http://javarevisited.blogspot.sg/2012/07/cyclicbarrier-example-java-5-concurrency-tutorial.html) for such requirements.

## CountDownLatch Exmaple in Java

In this section we will see a full featured real world example of using *CountDownLatch in Java*. In following **CountDownLatch example**, Java program requires 3 services namely CacheService, AlertService  and ValidationService  to be started and ready before application can handle any [request](http://javarevisited.blogspot.sg/2011/09/servlet-interview-questions-answers.html) and this is achieved by using CountDownLatch in Java.

**import** java.util.Date;  
**import** java.util.concurrent.CountDownLatch;  
**import** java.util.logging.Level;  
**import** java.util.logging.Logger;  
  
/\*\*  
 \* Java program to demonstrate How to use CountDownLatch in Java. CountDownLatch is

 \* useful if you want to start main processing thread once its dependency is completed

 \* as illustrated in this CountDownLatch Example  
 \*   
 \* @author Javin Paul  
 \*/  
**public** **class** CountDownLatchDemo {  
  
    **public** **static** **void** main(**String** args[]) {  
       **final** **CountDownLatch** latch = **new** **CountDownLatch**(3);  
       **Thread** cacheService = **new** **Thread**(**new** Service("CacheService", 1000, latch));  
       **Thread** alertService = **new** **Thread**(**new** Service("AlertService", 1000, latch));  
       **Thread** validationService = **new** **Thread**(**new** Service("ValidationService", 1000, latch));  
        
       cacheService.start(); //separate thread will initialize CacheService  
       alertService.start(); //another thread for AlertService initialization  
       validationService.start();  
        
       *// application should not start processing any thread until all service is up*

*// and ready to do there job.*  
       *// Countdown latch is idle choice here, main thread will start with count 3*

*// and wait until count reaches zero. each thread once up and read will do*

*// a count down. this will ensure that main thread is not started processing*

*// until all services is up.*  
        
       *//count is 3 since we have 3 Threads (Services)*  
        
       **try**{  
            latch.await();  //main thread is waiting on CountDownLatch to finish  
            **System**.out.println("All services are up, Application is starting now");  
       }**catch**(**InterruptedException** ie){  
           ie.printStackTrace();  
       }  
        
    }  
    
}  
  
/\*\*  
 \* Service class which will be executed by Thread using CountDownLatch synchronizer.  
 \*/  
**class** Service **implements** **Runnable**{  
    **private** **final** **String** name;  
    **private** **final** **int** timeToStart;  
    **private** **final** **CountDownLatch** latch;  
    
    **public** Service(**String** name, **int** timeToStart, **CountDownLatch** latch){  
        **this**.name = name;  
        **this**.timeToStart = timeToStart;  
        **this**.latch = latch;  
    }  
    
    @**Override**  
    **public** **void** run() {  
        **try** {  
            **Thread**.sleep(timeToStart);  
        } **catch** (**InterruptedException** ex) {  
            **Logger**.getLogger(Service.**class**.getName()).log(**Level**.SEVERE, **null**, ex);  
        }  
        **System**.out.println( name + " is Up");  
        latch.countDown(); //reduce count of CountDownLatch by 1  
    }  
    
}  
  
**Output:**  
ValidationService is Up  
AlertService is Up  
CacheService is Up  
All services are up, Application is starting now

By looking at output of this CountDownLatch example in Java, you can see that Application is not started until all services started by individual Threads are completed.

### When should we use CountDownLatch in Java :

Use CountDownLatch when one of Thread like [main thread](http://javarevisited.blogspot.sg/2011/12/main-public-static-java-void-method-why.html), require to wait for one or more thread to complete, before its start doing processing. Classical example of using CountDownLatch in Java  is any server side core Java application which uses services architecture,  where multiple services is provided by multiple threads and application can not start processing  until all services have started successfully as shown in ourCountDownLatch example.

**CountDownLatch in Java – Things to remember**

Few points about Java CountDownLatch which is worth remembering:

1) You can not reuse CountDownLatch once count is reaches to zero, this is the main [difference between CountDownLatch and CyclicBarrier](http://javarevisited.blogspot.sg/2012/07/cyclicbarrier-example-java-5-concurrency-tutorial.html), which is frequently asked in [core Java interviews](http://javarevisited.blogspot.sg/2011/04/top-20-core-java-interview-questions.html) and [multi-threading  interviews](http://javarevisited.blogspot.sg/2011/07/java-multi-threading-interview.html).

2) Main Thread wait on Latch by calling CountDownLatch.await() method while other thread calls CountDownLatch.countDown() to inform that they have completed.

That’s all on **What is CountDownLatch in Java**, What does CountDownLatch do in Java, How CountDownLatch works in Java along with a real life CountDownLatch example in Java. This is a very useful concurrency utility and if you master *when to use CountDownLatch* and how to use CountDownLatch you will be able to reduce good amount of complex concurrency control code written using wait and notify in Java.

# [What is blocking methods in Java and how do deal with it?](http://javarevisited.blogspot.in/2012/02/what-is-blocking-methods-in-java-and.html)

**Blocking methods in Java** are those methods which **block the executing thread** until their operation finished. A famous

example of blocking method is InputStream read() method which blocks until all data from InputStream has been read

completely. A correct understanding of blocking methods are required if you are serious towards Java programming especially in early days because if not used carefully blocking method can freeze GUIs, hung your program and become non-responsive for a longer duration of time. In this post, we will see **What is Blocking methods in Java**, Examples of Blocking methods and Some **best practices around blocking methods** and how to use blocking methods in Java.

## What is Blocking methods in Java

[![Example of blocking method in Java](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/4QBgRXhpZgAASUkqAAgAAAACADEBAgAHAAAAJgAAAGmHBAABAAAALgAAAAAAAABHb29nbGUAAAMAAJAHAAQAAAAwMjIwAqAEAAEAAAAyAAAAA6AEAAEAAAAyAAAAAAAAAP/bAEMACgYGBwcHCggICg4KCAoOEQ0KCg0REw8PEA8PExYREhISEhEWExYXGBcWEx0dHx8dHSkoKCgpKysrKysrKysrK//bAEMBCwoKDw4PFxERFxkUEhQZHx0dHR0fIx8fHx8fIyYiICAgICImJCUjIyMlJCgoJiYoKCsrKysrKysrKysrKysrK//AABEIADIAMgMBEQACEQEDEQH/xAAbAAABBQEBAAAAAAAAAAAAAAADAAIEBQcBBv/EADIQAAIBAgMEBwkAAwAAAAAAAAECAwAEBRESExQhURUiMjNykrEjJTFBUlNhcZEkY3P/xAAaAQABBQEAAAAAAAAAAAAAAAAGAAECAwQF/8QAMREAAQMCBAMGBQUBAAAAAAAAAQACEQMEEhMhURQxcSIjQWFykQUkMkKBNFKhwdHh/9oADAMBAAIRAxEAPwDS7jFnSZ11dkkVz6lyQ4jYrdTtgWg7ofTD/WahxZ3U+FGyXTD/AFn+0/FHdLhRsu9LyZZ6jkfzypcU6JlNwwmIXOmH+s/2m4o7p+FGyRxmT6zT8UUxtQruM6o1Y/EgE10lzl4vFZ9N/cDk5oduqneu6ohtac0m9FG3mqMxX5aNZ/5MugvoVVLu3JV4mrKXbMTGkqqr2BMTOn5R8SlSHZxAFeqGVeQbjmT8yf5V1w4NgeSptmF0nzhQt5rLmrXlpC5qTamqZ1PRe9g7pPCPSidDKz3HJCMUuv8Aq1CV67v3+pFdk3uGdFD2xrNiWnCrDD0jkj2kTutyh63YyyPJSy5jnW23aCJBOMLDcuIMOAwHqiYhtGW3Rjq2Y0ICUXhnnxIdiAKlXnsiZjp/qjQI7RGk6+P+KvuniWd1gbVCD1WNY6pGI4fpWykHFgx6OQxKdQ/dM12o6qTm6HotPh7pPCPSjRBqznHh73uhzlNB97+of6kW2R+Xb6UXFcFNrdRwWoecvGshGXHj+qtuLTA9oZ25Eqq3vMbC58NgwpEZ3eYJus1rK4yEQUSqwH4dTnVjewfocw+/9KlwxtnG14HidD/BTJmt7xtJEsjRZkosarkB8cwqrTPcypzkxsITsD6X7Ri3P/VA6OvJQ00NvJsPiG0/KsuRUOoaYWwXNMaOcMSG1tNFs2dchJ2ahgc1wndTzWvDo8AtPh7pPCPSjVBqz/HU97XB/wBlBl6fmX+pFNk7uG9FdX9tLLf7VbhraKG0RppE7Wn8V1q1F7qgLThDaY5LmMqhtKMIcTUMSmT3SR4bZ3UcksuzuerLL29Pz48qd9SKTHyT2vFRp0y572wBLeQT722XDukr1eC3EaiH8mTiaVWiKOY8feBHVSp1M3Kpn7CZ/CZh0LWV1aQXF5OZ2AKwp3QU/I09vTeyA5x1Ubio1+ItYIVJewjpKcDgBKTl+jXIrkmuRsV1aJigPMLQ4e6Twj0oyQsvFYlFG+MS7Y6IjJ1mAzyFBlxh4x+PRuMoit3kW4w6mE+7xeY3zXFp1I9Ai0sM9SrzFW3PxM5nd/SBChStRl4X85lRrq+vLuPZTtqjz1BQoAH8rHWvX1BB0AV9KgymZbzXLi8vLmGOCZ9UUXYGVPUvqj2hpOgSZQYxxcOZRVxfEgqKJBnH2X0gtlyzqxvxOoI8lXwlLXzUX2jzGRuLscyf3WbNL6k+JKvOFrI8AFoUPdJ4R6UfIWQJbeFmzaNSeZApCm3YJsRjmm7rb/aTyills2HsnL3TzKW62/2k8opZbNh7Jsbtylutv9pPKKWWzYeyWN25S3W3+0nlFLLZsPZLGdyura2+Y9knlFI02bD2Thx3UmoJL//Z)](http://javarevisited.blogspot.com/2011/11/decorator-design-pattern-java-example.html)As I said **Blocking methods** are those which blocks the current executing thread from further operation until function returns. So if you have just one thread in your program e.g. [main thread](http://javarevisited.blogspot.com/2011/12/main-public-static-java-void-method-why.html) and you call any blocking method e.g. reading from InputStream, your program will be blocked until reading of file finished. Javadoc clearly mention whether an API call is blocking or not but **most of  java IO methods are blocking**.   
  
If you have been doing GUI programming in Java using Swing than knowledge of blocking methods becomes even more important for you, because no body likes freezing or non responsive GUI. methods like [invokeAndWait](http://javarevisited.blogspot.com/2011/09/invokeandwait-invokelater-swing-example.html) are blocking in nature and should be used only when you are performing some operation on which user should wait for result. In most simple terms *blocking means your code in next line will not be executed* because Thread which is executing blocking function is waiting for method to return. here is a code example which help you to understand blocking calls:

public class BlcokingCallTest {

    public static void main(String args[]) throws FileNotFoundException, IOException  {

      System.out.println("Calling blocking method in Java");

      int input = System.in.read();

      System.out.println("Blocking method is finished");

    }

}

In this code example after executing first print statement your program will be blocked and will not execute second print statement until you enter some characters in console and press enter because **read() method blocks** until some input is available for reading.

## Examples of blocking methods in Java:

There are lots of blocking methods in Java API and good thing is that javadoc clearly informs about it and always mention whether a method call is blocking or not. In General methods related to [reading or writing file](http://javarevisited.blogspot.com/2011/12/read-and-write-text-file-java.html), opening network connection, reading from Socket, updating GUI synchronously uses blocking call. here are some of most common methods in Java which are blocking in nature:

1) **InputStream.read()** which blocks until input data is available, an exception is thrown or end of Stream is detected.

2) **ServerSocket.accept()** which listens for incoming socket connection in Java and blocks until a connection is made.

3) **InvokeAndWait()** wait until code is executed from [Event Dispatcher thread](http://javarevisited.blogspot.com/2011/09/swing-interview-questions-answers-in.html).

## Disadvantages of blocking method:

**Blocking methods** poses significant threat to **scalability** of System. Imagine you are writing a client server application and you can only serve one client at a time because your code blocks. there is no way you can make use of that System and its not even using resources properly because you might have high speed CPU sitting idle waiting for something. Yes there are *ways to mitigate blocking* and using [multiple threads](http://javarevisited.blogspot.com/2011/02/how-to-implement-thread-in-java.html) for serving multiple clients is a classical solution of blocking call. Though most important aspect is design because a poorly designed system even if its multi-threaded can not scale beyond a point, if you are relying solely of number of Threads for scalability means it can not be more than few hundred or thousands since there is limit on number of thread [JVM](http://javarevisited.blogspot.com/2011/12/jre-jvm-jdk-jit-in-java-programming.html) can support. Java5 addresses this issue by adding **non blocking and asynchronous alternative of blocking IO calls** and those utility can be used to write high performance

servers application in core Java.

### Best practices while calling blocking method in Java:

*Blocking methods* are for a purpose or may be due to limitation of API but there are guidelines available in terms of common and best practices to deal with them. here I am listing some standard ways which I employ while using *blocking method in Java*

1) If you are writing GUI application may be in Swing **never call blocking method in Event dispatcher thread** or

in the event handler. for example if you are reading a file or opening a network connection when a button is clicked

don't do that on actionPerformed() method, instead just create another worker thread to do that job and return from

actionPerformed(). this will keep your GUI responsive, but again it depends upon design if the operation is something which requires user to wait than consider using invokeAndWait() for synchronous update.

2) Always let separate worker thread handles time consuming operations e.g. reading and writing to file, [database](http://javarevisited.blogspot.com/2012/01/improve-performance-java-database.html) or

socket.

3) Use **timeout** while calling blocking method. so if your blocking call doesn't return in specified time period, consider

aborting it and returning back but again this depends upon scenario. if you are using Executor Framework for managing

your worker threads, which is by the way recommended way than you can use Future object whose get() methods support timeout, but ensure that you properly terminate a blocking call.

4) Extension of first practices, don't call blocking methods on keyPressed() or paint() method which are supposed to

return as quickly as possible.

5) Use call-back functions to process result of a blocking call.

### A word of caution:

Though multi-threading is a workaround of blocking method it poses its own risk like [thread-safety](http://javarevisited.blogspot.com/2012/01/how-to-write-thread-safe-code-in-java.html) and race condition.

Java 5 also provides better alternatives of blocking IO methods wrapped in java.nio package.

That's all on **Blocking methods in Java** and some of best practices to use while calling blocking functions. let's know

what is your experience while using blocking IO methods and what standard code practices you follow while using these

methods.

## Important points:

1. If a Thread is blocked in a blocking method it remain in any of blocking state e.g. WAITING, BLOCKED or TIMED\_WAITING.

2. Some of the blocking method throws checked InterrupptedException which indicates that they may allow cancel the task and return before completion like Thread.sleep() or BlockingQueue.put() or take() throws InterruptedException.

3. interupt() method of Thread class can be used to interuupt a thread blocked inside blocking operation, but this is mere

a request not guarantee and works most of the time.

# [Producer Consumer Design Pattern with Blocking Queue Example in Java](http://javarevisited.blogspot.in/2012/02/producer-consumer-design-pattern-with.html)

**Producer Consumer Design pattern** is a classic concurrency or threading pattern which reduces coupling between

Producer and Consumer by separating Identification of work with Execution of Work. In producer consumer design pattern a shared queue is used to control the flow and this separation allows you to code producer and consumer separately. It also addresses the issue of different timing require to produce item or consuming item. by using **producer consumer pattern** both Producer and Consumer Thread can work with different speed. In this article we will see *What is producer consumer problem* which is very [popular multi-threading interview question](http://javarevisited.blogspot.com/2011/07/java-multi-threading-interview.html), How to solve producer consumer problem using Blocking Queue and Benefits of using Producer Consumer design pattern.

## Real World Example of Producer Consumer Design Pattern

[![Producer Consumer design pattern BlockingQueue example Java](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/4QBgRXhpZgAASUkqAAgAAAACADEBAgAHAAAAJgAAAGmHBAABAAAALgAAAAAAAABHb29nbGUAAAMAAJAHAAQAAAAwMjIwAqAEAAEAAAAyAAAAA6AEAAEAAAAyAAAAAAAAAP/bAEMACgYGBwcHCggICg4KCAoOEQ0KCg0REw8PEA8PExYREhISEhEWExYXGBcWEx0dHx8dHSkoKCgpKysrKysrKysrK//bAEMBCwoKDw4PFxERFxkUEhQZHx0dHR0fIx8fHx8fIyYiICAgICImJCUjIyMlJCgoJiYoKCsrKysrKysrKysrKysrK//AABEIADIAMgMBEQACEQEDEQH/xAAbAAABBQEBAAAAAAAAAAAAAAADAAIEBQcBBv/EADIQAAIBAgMEBwkAAwAAAAAAAAECAwAEBRESExQhURUiMjNykrEjJTFBUlNhcZEkY3P/xAAaAQABBQEAAAAAAAAAAAAAAAAGAAECAwQF/8QAMREAAQMCBAMGBQUBAAAAAAAAAQACEQMEEhMhURQxcSIjQWFykQUkMkKBNFKhwdHh/9oADAMBAAIRAxEAPwDS7jFnSZ11dkkVz6lyQ4jYrdTtgWg7ofTD/WahxZ3U+FGyXTD/AFn+0/FHdLhRsu9LyZZ6jkfzypcU6JlNwwmIXOmH+s/2m4o7p+FGyRxmT6zT8UUxtQruM6o1Y/EgE10lzl4vFZ9N/cDk5oduqneu6ohtac0m9FG3mqMxX5aNZ/5MugvoVVLu3JV4mrKXbMTGkqqr2BMTOn5R8SlSHZxAFeqGVeQbjmT8yf5V1w4NgeSptmF0nzhQt5rLmrXlpC5qTamqZ1PRe9g7pPCPSidDKz3HJCMUuv8Aq1CV67v3+pFdk3uGdFD2xrNiWnCrDD0jkj2kTutyh63YyyPJSy5jnW23aCJBOMLDcuIMOAwHqiYhtGW3Rjq2Y0ICUXhnnxIdiAKlXnsiZjp/qjQI7RGk6+P+KvuniWd1gbVCD1WNY6pGI4fpWykHFgx6OQxKdQ/dM12o6qTm6HotPh7pPCPSjRBqznHh73uhzlNB97+of6kW2R+Xb6UXFcFNrdRwWoecvGshGXHj+qtuLTA9oZ25Eqq3vMbC58NgwpEZ3eYJus1rK4yEQUSqwH4dTnVjewfocw+/9KlwxtnG14HidD/BTJmt7xtJEsjRZkosarkB8cwqrTPcypzkxsITsD6X7Ri3P/VA6OvJQ00NvJsPiG0/KsuRUOoaYWwXNMaOcMSG1tNFs2dchJ2ahgc1wndTzWvDo8AtPh7pPCPSjVBqz/HU97XB/wBlBl6fmX+pFNk7uG9FdX9tLLf7VbhraKG0RppE7Wn8V1q1F7qgLThDaY5LmMqhtKMIcTUMSmT3SR4bZ3UcksuzuerLL29Pz48qd9SKTHyT2vFRp0y572wBLeQT722XDukr1eC3EaiH8mTiaVWiKOY8feBHVSp1M3Kpn7CZ/CZh0LWV1aQXF5OZ2AKwp3QU/I09vTeyA5x1Ubio1+ItYIVJewjpKcDgBKTl+jXIrkmuRsV1aJigPMLQ4e6Twj0oyQsvFYlFG+MS7Y6IjJ1mAzyFBlxh4x+PRuMoit3kW4w6mE+7xeY3zXFp1I9Ai0sM9SrzFW3PxM5nd/SBChStRl4X85lRrq+vLuPZTtqjz1BQoAH8rHWvX1BB0AV9KgymZbzXLi8vLmGOCZ9UUXYGVPUvqj2hpOgSZQYxxcOZRVxfEgqKJBnH2X0gtlyzqxvxOoI8lXwlLXzUX2jzGRuLscyf3WbNL6k+JKvOFrI8AFoUPdJ4R6UfIWQJbeFmzaNSeZApCm3YJsRjmm7rb/aTyills2HsnL3TzKW62/2k8opZbNh7Jsbtylutv9pPKKWWzYeyWN25S3W3+0nlFLLZsPZLGdyura2+Y9knlFI02bD2Thx3UmoJL//Z)](http://javarevisited.blogspot.com/2011/11/ldap-authentication-active-directory.html)**Producer consumer pattern** is every where in real life and depict coordination and collaboration. Like one person is preparing food (Producer) while other one is serving food (Consumer), both will use shared table for putting food plates and taking food plates. Producer which is the person preparing food will wait if table is full and Consumer (Person who is serving food) will wait if table is empty. table is a shared object here. On Java library **Executor framework** itself implement Producer Consumer design pattern be separating responsibility of addition and execution of task.

## Benefit of Producer Consumer Pattern

Its indeed a useful [design pattern](http://javarevisited.blogspot.com/2011/12/factory-design-pattern-java-example.html) and used most commonly while writing multi-threaded or concurrent code. here

is few of its benefit:

1) Producer Consumer Pattern simple development. you can Code Producer and Consumer independently and Concurrently, they just need to know shared object.

2) Producer doesn't need to know about who is consumer or how many consumers are there. Same is true with Consumer.

3) Producer and Consumer can work with different speed. There is no risk of Consumer consuming half-baked item.

In fact by monitoring consumer speed one can introduce more consumer for better utilization.

4) Separating producer and Consumer functionality result in more clean, readable and manageable code.

## Producer Consumer Problem in Multi-threading

**Producer-Consumer Problem** is also a [popular java interview question](http://javarevisited.blogspot.com/2011/04/top-20-core-java-interview-questions.html) where interviewer ask to implement producer consumer design pattern so that Producer should wait if Queue or bucket is full and Consumer should wait if queue or

bucket is empty. This problem can be implemented or solved by different ways in Java, classical way is using [wait and notify method](http://javarevisited.blogspot.com/2011/05/wait-notify-and-notifyall-in-java.html) to communicate between **Producer and Consumer thread** and blocking each of them on individual condition like full queue and empty queue. With introduction of **BlockingQueue** Data Structure in Java 5 Its now much simpler because BlockingQueue provides this control implicitly by introducing[blocking methods](http://javarevisited.blogspot.com/2012/02/what-is-blocking-methods-in-java-and.html) put() and take(). Now you don't require to use wait and notify to communicate between Producer and Consumer. BlockingQueue put() method will block if Queue is full in case of Bounded Queue and take() will block if Queue is empty. In next section we will see a *code example of Producer Consumer design pattern*.

## Using Blocking Queue to implement Producer Consumer Pattern

*BlockingQueue* amazingly simplifies implementation of Producer-Consumer design pattern by providing outofbox support of blocking on put() and take(). Developer doesn't need to write confusing and critical piece of wait-notify code to implement communication. **BlockingQuue** is an interface and Java 5 provides different implantation like ArrayBlockingQueue and LinkedBlockingQueue , both implement FIFO order or elements, while ArrayLinkedQueue is bounded in nature LinkedBlockingQueue is optionally bounded. here is a complete **code example of Producer Consumer pattern** with BlockingQueue. Compare it with classic [wait notify](http://javarevisited.blogspot.com/2012/02/why-wait-notify-and-notifyall-is.html) code, its much simpler and easy to understand.

import java.util.concurrent.BlockingQueue;

import java.util.concurrent.LinkedBlockingQueue;

import java.util.logging.Level;

import java.util.logging.Logger;

public class **ProducerConsumerPattern** {

    public static void main(String args[]){

**//Creating shared object**

     BlockingQueue sharedQueue = new LinkedBlockingQueue();

**//Creating Producer and Consumer Thread**

     Thread prodThread = new Thread(new Producer(sharedQueue));

     Thread consThread = new Thread(new Consumer(sharedQueue));

**//Starting producer and Consumer thread**

     prodThread.start();

     consThread.start();

    }

}

**//Producer Class in java**

class **Producer** implements **Runnable** {

    private final **BlockingQueue** sharedQueue;

    public Producer(BlockingQueue sharedQueue) {

        this.sharedQueue = sharedQueue;

    }

    @Override

    public void run() {

        for(int i=0; i<10; i++){

            try {

                System.out.println("Produced: " + i);

                sharedQueue.put(i);

            } catch (InterruptedException ex) {

                Logger.getLogger(Producer.class.getName()).log(Level.SEVERE, null, ex);

            }

        }

    }

}

**//Consumer Class in Java**

class Consumer implements Runnable{

    private final BlockingQueue sharedQueue;

    public Consumer (BlockingQueue sharedQueue) {

        this.sharedQueue = sharedQueue;

    }

    @Override

    public void run() {

        while(true){

            try {

                System.out.println("Consumed: "+ sharedQueue.take());

            } catch (InterruptedException ex) {

                Logger.getLogger(Consumer.class.getName()).log(Level.SEVERE, null, ex);

            }

        }

    }

}

**Output:**

Produced: 0

Produced: 1

Consumed: 0

Produced: 2

Consumed: 1

Produced: 3

Consumed: 2

Produced: 4

Consumed: 3

Produced: 5

Consumed: 4

Produced: 6

Consumed: 5

Produced: 7

Consumed: 6

Produced: 8

Consumed: 7

Produced: 9

Consumed: 8

Consumed: 9

You see Producer Thread  produced number and Consumer thread consumes it in FIFO order because blocking queue allows elements to be accessed in FIFO.

That’s all on **How to use Blocking Queue to solve Producer Consumer problem** or **example of Producer consumer design pattern**. I am sure its much better than wait notify example but be prepare with both if you are going for any Java Interview as Interview may ask you both way.

The javadoc for LinkedBlockingQueue says:

An optionally-bounded blocking queue based on linked nodes.[...]

The optional capacity bound constructor argument serves as a way to prevent excessive queue expansion. The capacity, if unspecified, is equal to Integer.MAX\_VALUE.

The javadoc of ArrayBlockingQueue says:

A bounded blocking queue backed by an array.[...]

This is a classic "bounded buffer", in which a fixed-sized array holds elements inserted by producers and extracted by consumers. Once created, the capacity cannot be increased

So, a linked blocking queue can be bounded or unbounded, whereas an ArrayBlockingQueue is always bounded.